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Development work on World of Balance: 
Using Gamification to teach Ecology Science

David Hoff
San Francisco, California
May, 2017

	World of Balance (WoB) is an ecology science teaching tool designed into a client-server game environment. This project is focused on several key components; development of a multiplayer version of the Convergence game, game Lobby enhancements to increase user capability and enjoyment, website improvements and development of ecosystem simulation for the game server. The multiplayer Convergence game allows gamers to play together and earn credits based upon how well they perform in competition with each other. Preview, opponent monitor and tracking features have been added. Nine new protocols were developed to facilitate all of the activity of the game, including player interactions. A new player-matching scheme was developed to match up to 5 players in the Lobby. Also, game parameters are specified in the Lobby, which is new to this game package. As part of this project, the website was also updated to add the new games and update the content of existing games. Automatic, periodic ecosystem simulation is fundamental to the World of Balance environment. Through this, each player’s ecosystem progresses in time. This progression helps teach ecology and ecosystem science principles to students which is a major objective of the World of Balance project. The continually changing ecosystems also increase the excitement of the World of Balance environment. The ecosystem simulation was part of an earlier version of World of Balance but was lost. As part of this project that capability was added anew. The objective of these efforts is to forward World of Balance that it may contribute to the advancement of science teaching through gamification. 
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	The World of Balance (WoB) environment has been in development under Dr. Yoon’s supervision for a number of years. CS Graduate students, as part of their Master’s project, and also students of the CSC 631/831 classes over the years have contributed. This MS project is also about forwarding World of Balance. 

	World of Balance contributes to the worldwide effort to use Gamification to advance both the teaching of science and science itself. Dr. Yoon and her WoB team have made contributions to this effort. Interesting games have been developed and these games are structured around the player’s regularly changing ecosystem. The player is drawn in by the fun and excitement of the games and ecosystem progression. However, the end goal is to teach the player about science and specifically about ecology. Also, another goal is eventually to advance science through properly designed games that serve as a way to solve scientific problems.

	This MS project has several main components. The largest component is the development of the Multiplayer Convergence game. This game was created in the Spring 2016 CSC 631/831 class. However, a central goal of this project was to make that game production worthy and to document the game to enable the next team to support and advance the game. Another important goal of this project is to make the Lobby fully functional and connected into the server. A significant goal is also to make player ecosystems progress over time through periodic simulation. These goals together have an overriding objective which is to prepare WoB for regular use by players. This is an objective driven forward by Dr. Yoon and has been the center part of this MS project.

	The WoB project is an ongoing project focused on a high objective. Each team and student that works on it helps to advance that ultimate objective. This MS project has moved the WoB project forward a part also. Since others will come after and continue to move World of Balance forward, it is important that the software engineering work on this MS project be documented to help those future workers to efficiently receive the “baton” and advance it forward. Providing explanation of the software developed is the first goal of this document. 

	The teaching of science to the next generation and the advancement of science will help society immensely. This is the overall objective of the World of Balance project. 



[bookmark: _Toc482969275]1.1 Motivation

	Science education is very important to our future. The work of scientists has resulted in many benefits to mankind as well as helping with his very survival. One area of scientific work that has been making great progress in recent years is the area of ecosystem simulation: The ability to simulate an ecosystem of various species and predict by computer how that ecosystem will progress over time. [1,2,3,4,5] One post graduate student modeled the ecosystem of Lake Constance and by adjusting simulation parameters was able to match empirical data very closely. [3] With this technology it is now possible to build a game that teaches about ecosystems using simulated ecosystem progression over time. The success of ecosystem simulation was a key motivation to Dr. Yoon to develop World of Balance. World of Balance is designed to use the latest methodologies for simulating ecosystems to create a realistic ecosystem progression over time. This is the basis for a gaming environment that is both interesting and educational. 
[bookmark: _GoBack]	This is where the principle of Gamification enters. World of Balance is designed to attract game players, especially young people. The interesting games are the attraction. The hub for these games is the Lobby which incorporates progressing ecosystems, driven by periodic simulations. The interesting games also incorporate principles of ecology science to further educate people. The result is that people are entertained and also educated through the process known as Gamification. Great strides have been made in employing Gamification as this principle has been applied in a variety of ways. [7,8,9,10,11]. World of Balance is an on-going project in development with this important objective. The goal of this CSC 895 Project has been to advance World of Balance.
	The scope of this project has been carefully designed to accomplish the goals of advancing World of Balance and the education of people using the principles of Gamification. The new Multiplayer Convergence game takes the excellent learning features of the existing Convergence game and adds interesting multiplayer competition to pull people into the game so that they can be educated. Continually progressing ecosystems will teach players about ecosystem dynamics while making World of Balance more interesting, which forwards both of the project goals. In addition, enabling the Lobby functionality is necessary for the player to receive feedback from the game and to learn. This is a key feature to make World of Balance ready for expanded use by players outside of the development team. Finally, to introduce World of Balance to a larger audience the website must be current and correct. Without the proper website, other researchers and players may not even investigate World of Balance further. These elements comprise the scope of this project and achieve the goals stated herein. 


[bookmark: _Toc482969276]Chapter 2: Overview

	Central to World of Balance, and the starting place for any session, is the Lobby. The player first enters the Lobby by logging in or, for the first time, by registering. After registering, the player will login with her new account. 

[image: ]                      [image: http://smurf.sfsu.edu/%7Ewob/images/misc/image_10.jpg]

	After logging in the player is brought into the Lobby. Here, the player can see her species on one of her tiles and the species of other players on their own tiles. 

[image: ]

	The player can take a variety of actions from the Lobby. This project includes modifications done to many of these features so they are discussed in more detail in this document. The actions include: 

1. Send and receive messages with other players using the message panel in the right side of the image above. 


[image: ]2. Buying species for one’s ecosystem using the shop. The shop buttons are shown below. 

3. Viewing species and their biomass amounts already owned. 


[image: ]
4. Viewing how the biomass of one’s ecosystem has changed over time using the Ecosystem graph



[image: ]
5. Selecting a single player game or a multiplayer game. These mini-games have been carefully designed to follow the principles of Gamification. That is, to be both entertaining and educational. 



There are presently 6 mini-games, each was designed with the stated objectives in mind:

[image: ]1. Don’t Eat Me: 
The player seeks to prevent predators from reaching the left side of the board by placing appropriate species its way.


[image: ]2. Cards of the Wild: 
Two players compete by placing cards with species that can attack the other’s Tree of Life. The first player to devour her opponent’s tree wins.


[image: ]3. Clash of Species:
The player competes with other players who have previously set up their ecosystems. One player’s ecosystem attacks another’s ecosystem and the results are tabulated. 


[image: ]4. Sea Divided:
Two players are placed in the sea and the player that obtains the most points wins the 3 minute round. Players gain points by eating prey fish and lose health by being attacked by predator fish. 

[image: http://smurf.sfsu.edu/%7Ewob/images/mini_games/conv_20170217a.JPG]
5. Convergence:
This single player game is described in this document and is the foundation for the Multiplayer Convergence game. 


[image: ]6. Multiplayer Convergence:
This multiplayer game is a central part of this MS Project and discussed in this document. 
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	The graphic below shows the interactions as viewed from the player’s perspective and not from a computer science perspective. From a computer science perspective all the player client interactions are with the server. However, the graphic below attempts to represent interactions as viewed by the player. 

[image: ]

	The player is aware of the server as she logs in and out and does other administrative tasks. The player interacts were her personal ecosystem as she views current biomass values, buys additional biomass and view progress over time. The player plays single and multiplayer games. The player also interacts with other players, both directly, through messaging and, indirectly, through multiplayer games. 

[bookmark: _Toc482969278]2.2 Project Scope

This project encompasses four basic components that are developed further in this document:
1. The development and preparation of the Multiplayer Convergence game for game testing and production.
2. The development of periodic, automatic ecosystem simulation.
3. The enabling of Lobby functionality, especially in connecting Lobby functions with the server so that they transition from graphical demonstrations to usable player features.
4. Enhancing and updating the website to be the proper “face” of World of Balance.


[bookmark: _Toc482969279]Chapter 3: Design

[bookmark: _Toc482969280]3.1 Client-Server Architecture

	World of Balance uses a standard Client-Server architecture as employed by many network games. The server does not use HTTP protocol. Messages contains numbers sent as binary values. The figure below shows the client, server and SQL database that is used. 

[image: ]

	The database has been on thecity throughout this project. Currently, the server resides on an Amazon Web Services (AWS) host (IP: 54.153.66.118). During this project the server has also resided on smurf and thecity. Of the three hosts, AWS has provided the best performance. Using AWS has allowed the implementation of the “Preview” feature in Multiplayer Convergence. The Preview feature allows the user to view simulation results based upon changing one specie/plant slider without committing to that choice. The AWS host runs the ATN simulation fast enough to support this feature. The fast simulation gives the player rapid and interactive response. It has not been too difficult to port the World of Balance server to other hosts during this project. If necessary, it can be ported back to smurf or thecity or to another host. Care should be taken to replicate the directory structure and files presently on the AWS server. Java 8 will be necessary. 

[bookmark: _Toc482969281]3.2 Ecosystem Simulation

	Periodic simulation of every player’s ecosystem is vital to the proper functioning of World of Balance. A primary purpose of World of Balance is to teach about ecology and ecosystem dynamics. Integral to that purpose is for each player to have her own ecosystem that she builds and maintains. Also necessary is that this ecosystem progresses over time according to the laws of nature that are built into the ATN simulation engine. A population dynamics computation model is incorporated in the simulation engine. [6] The simulations will cause each player’s ecosystem to progress over time. The player will observe this and see the impact of past purchasing decisions. Without ecosystem progression, the player will not learn about this important part of ecology science. Therefore, it is of prime importance to the World of Balance project that each ecosystem undergoes periodic simulation. 

	As a result, one part of this project was to get the periodic automatic simulation of every ecosystem running for World of Balance. This capability existed in an earlier version of WoB, but was not transported to the current version and efforts to find this old periodic simulation code were not successful to help this project. 

	It was decided to implement the regular simulation of every player’s ecosystem in the GameServer class. The GameServer object is always in execution when the game server is running. Therefore, it was logical to have the GameServer object run the ecosystem simulation for all players’ ecosystem on a regular basis. There was some discussion of having the player’s GameClient object run the simulation for the specific player. However a GameClient object is only present for a player while she is logged in and the goal is to have every player’s ecosystem simulated at regularly scheduled intervals whether or not the player is logged in. The most efficient way to accomplish this is using the GameServer object. The implementation will be explained in chapter 4. 



[bookmark: _Toc482969282]3.3 Multiplayer Convergence

[bookmark: _Toc482969283]3.3.1 Game Origin – Single Player Convergence

	The Multiplayer Convergence game flows from its older ancestor and is the idea of Dr. Yoon to bring together two key parts of the World of Balance environment; science education and gaming that will attract people.

	The purpose of the World of Balance (WoB) environment is to educate people about ecology. The means to get their attention is through interesting games and a gaming environment. The gaming environment includes an ecosystem the player builds and maintains, as well as credits the player earns. The player must earn credits to pay for the species to maintain her ecosystem. The principle of “Gamification” is employed where games are used to teach science and potentially help advance science. The games help to draw the interest and attention of people. 

	The Convergence does a good job of teaching science, among the best of any of the WoB games. The player adjusts parameters in an ecosystem in order to achieve a certain target ecosystem progression. The parameters relate to animal and plant species in the ecosystem such as growth rate, metabolism and carrying capacity. After setting the parameters a simulation of the ecosystem over time is performed and results are compared to a desired target. The closer the player gets to the target, the better her score.

	This process allows the user to learn about the progression of ecosystems and the impact of parameters changes upon the results. As mentioned, the Convergence game is among the most educational of the WoB games. However, it was one of the least played games. While being very educational, it was not that interesting to play. A screen capture of the Convergence game is shown below: 

[image: C:\Users\David\Desktop\conv_20170406a.JPG]


	The player adjusts the sliders (This ecosystem has four) in an effort to make the left graph match the target graph on the right. Each line shows how the biomass of a particular specie changes over time. Helps are also provided so that the player can learn more about each specie and its interactions with the other species in the ecosystem. After adjustments are made to the sliders, the player presses the submit button to see the impact of her changes. 

	We can see from the screen capture above that this game is potentially not as interesting as other games available to players. As Dr. Yoon discovered, Convergence was not played very much. So, she came up with the Multiplayer Convergence with the goal of retaining the educational aspects of the while making it more interesting to play. 



[bookmark: _Toc482969284]3.3.2 Game Overview

	Multiplayer Convergence is Dr. Yoon’s idea to help the Convergence game concept fulfill the goals of Gamification: Teach and advance science through games that players find interesting to play. Multiplayer Convergence retains all of the educational aspects of the Convergence game while providing more excitement through a competitive environment and the awarding of credits for best performance. 

	A screen capture from Multiplayer Convergence shown below. In this game there are only 2 players, but up to 5 players can play together as one time. 


[image: C:\Users\David\Desktop\mc_20170406a.JPG]

	There are features in this game that have been designed by Dr. Yoon and her students to make the game more exciting and interesting to play, while retaining the educational aspect. Some of the features are:

1. Time limit to enter your play (or bet) for this round: Near the lower left, the remaining time is shown. If a player does not enter his selection within the time limit, he will not play that round and will lose the opportunity to win credits that round. 

2. Audio feedback: A variety of sounds are made during the game, including a 10 second warning and a 5 second count down. Also, when any player enters his/her submission, every player hears a gong sound. This is to increase the pressure to play. Different sounds acknowledge round winners and losers. 

3. A fixed number of rounds: The number of rounds is fixed and set by the host of the game. This makes the game of definite duration, like other games. In the above, the player sees that this is round 3 of 6. 

4. Status of other players: In the upper right corner is a button with green text. It has the name of the other player and the number of rounds that she has won. Green text indicates that she has made her submission. There are buttons for each of the up to 4 other players. The button start out with red text, but change to green text after the submission has been made. These different notifications are to increase the excitement and intensity of the game. 

5. Preview results: The second button over from the lower left is the preview button. When pressed, the simulation is run and the graph is updated, but the submission is not made. The player can see the impact of changing one parameter at a time. This allows the player to optimize her submission to be the best play possible within the allotted time. Once the optimal choice has been made or time is running out, the Accept button can be pressed. This submits the play for this round. 

6. Prior attempts: As in the single player game, buttons to go back to prior attempts are shown at the bottom of the display. A prior attempt button exists for each Preview or Accept situation. In the screen capture above, prior attempts #5 and #8 are in yellow. The yellow signifies that these are actual submissions. 



7. Round winners: The player can press the Winners button, fourth from the left in the bottom row, and see the round winners so far, as shown below. 

[image: C:\Users\David\Desktop\mc_20170406b.JPG]


8. Progress: An important part of improving ones score is see past scores. This feature of Convergence is also present in the Multiplayer game. However, some minor adjustments have been made. The progress report can be seen in the screen capture below. For the multiplayer game, the graph has been made a little smaller and fit in the lower right corner and made unmovable. It was found that moving the progress report was difficult because of all of the activity going on in the Multiplayer game. Attempting to move the graph was taking a lot from the game action, so it was decided to shrink the size, set it in in the lower right corner and make it unmovable. When there are many species, a slider will appear allowing access to make adjustments for all species even while the progress chart is showing. 

[image: C:\Users\David\Desktop\mc_20170406c.JPG]
9. Opponents Progress: To increase the challenge and excitement of the multiplayer game, it was decided to expand the progress chart feature to show the progress of opponents as well. Any opponents progress chart can be viewed by clicking her button in the upper right part of the screen. 

[image: C:\Users\David\Desktop\mc_20170406e.JPG]


10. Game over, Final scores: After the game is over, a final display is shown giving a summary of information for each player, including number of rounds won, total winnings/losses and final delta to the target score. We see in this example, that LauraH got much closer to the target graph, being only 418 units away. Another important point, is that the winner of the final round, the one who ended the game closest to the target, gets an extra bonus of one half of the total amount bet during the game. This amounts to 120 credits for LauraH plus the 20 she won from MikeM by winning more rounds. The button in the upper right corner is used to return to the Lobby. During the game, if it is pressed, then it is a surrender button. 

[image: C:\Users\David\Desktop\mc_20170406d.JPG]



[bookmark: _Toc482969285]3.3.3 Joining in the Lobby

	Multiplayer Convergence is unique among the WoB multiplayer games in that it supports more than 2 players. The other Multiplayer games have exactly 2 players. Multiplayer Convergence supports from 2 to 5 players. This required a new matching scheme. No longer is the joining of another person after the host establishes the game room an indicator that the game is ready to begin. For Multiplayer Convergence there is 1 host that establishes parameters for the game and the other players are non-hosts. The host establishes the game session in the Lobby. Below is a screen capture of what the host sees when she establishes a Multiplayer Convergence game. The screen was reached by clicking on “Multiplayer Games” under the “Mini-Games” menu option. The window below appears. Then, “Multiplayer Convergence” is selected at the upper left of the new window. Finally, in the lower left, “Host Convergence” is selected. 

[image: C:\Users\David\Desktop\lobby_20170406a.JPG]


	As can be see above, 6 attributes must be specified for the multiplayer game. The host enters those values in the boxes. Default values are already loaded. If an out-of-range value is entered, it will be flagged and the host must correct it. The 6 attributes and their ranges are:

1. Total Players, 2 to 5
2. Number of rounds, 5 to 50
3. Seconds per round, 30 to 180
4. Bet amount per round, 10 to 200
5. Ecosystem number, 0 to 5. This is the present number, but it could be increased. 
6. Enable Hints, Y / N.

	Enabling Hints causes “*” to appear above the sliders where the optimal selection range should be. This feature only works on ecosystems that have these hints prepared for them. Presently, no ecosystems have these hints prepared. Once the host has specified the parameters and has pressed “Enter”, the display changes to that shown below. This display is seen by the host and every other user who views this screen in the Lobby.

[image: C:\Users\David\Desktop\lobby_20170406b.JPG]


Once all the players have joined, each player leaves the Lobby and enters the game. 
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	The Lobby is the starting point after login and the center of all activities in the WoB environment. A screen capture of a typical Lobby view is shown below. Each of the hexagons is an ecosystem tile which can be purchased by a player, if it has not already been purchased by another player. 

[image: ]

	As part of this project, the species owned by players are displayed on their tiles. The tiles below with species have been purchased by players and their species are displayed on the tile, one next to the other. The tiles without species could be unowned, or owned by a player with another tile which has her species. 

	This was done to make the World of Balance environment more exciting and also to stimulate player interest in expanding her ecosystem. When the player enters the Lobby, she can see the ecosystem species for other players. She can see how other players’ ecosystems have grown over time. This can motivate her to expand her ecosystem by playing mini-games better and earning more credits. These credits are used to purchase more species for her ecosystem system. Another benefit of adding the species to player’s tiles is that it makes the display more interesting. 


[bookmark: _Toc482969287]3.5 Ecosystem Graph

	The Ecosystem graph is a feature of the Lobby. An example display is shown below. The ecosystem graph is of vital importance to the game. It allows players to see how their ecosystems have progressed over time and make appropriate corrections. For example, if one specie is declining, perhaps the ecosystem needs to be augmented with more food for that specie. The Ecosystem graph makes this possible. 

[image: ]


	Prior to this project, the ecosystem graph was not connected to the database but was loaded from a hardcoded CSV object to display some sample specie information. Also, there was no zoom capability, nor was the environment score visible. This graph is of vital importance so it must be connected to the database in order to display actual player data. Also, the stated features are necessary. Therefore, these items were added as part of this project. 

	To give more detail about the Ecosystem graph, the biomass values of each specie is displayed with the axis on the left. The Environment score is noted by a *, and is on the top of the list and is displayed also. It’s axis is on the right. The day is along the bottom. Note, that this day is not a calendar day, but an ecosystem simulation day. Presently the ecosystem simulation occurs every 1 hour, so there are 24 ecosystem days in 1 calendar day. The screen capture above shows the graph zoomed out to the maximum. For this day count, it is scaled by a factor of 32. They are 32 days for each tick on the horizontal line. The graph can be zoomed into 1 day per tick. A slider is provided to scan through the data. 

	The graph contains a lot of data, especially for players with many species and many days of play. This was causing a pause of multiple seconds before the graph would display. To solve this problem, a local caching scheme was implemented. The caching works by writing the data retrieved from the server into a local file that has the player id appended to the name. This way, if this client directory is used for multiple player ids, only the correct local cache is used for a player. Then, the next time the graph is generated, the program first looks for this local file. If it finds the local file it reads all the data through the day stored in that file. Then, it displays the graph based upon that data alone. This allows the player to see the graph right away. Then, the client contacts the server for any additional days of data after the date stored in the cache. After that data has been received by the client the graph is redrawn with the complete the data. Because of the nature of the drawing system, most of the time the player will not notice the graph being redrawn. This is because the data being added is at the high end of the days, not initially seen. 


[bookmark: _Toc482969288]3.6 Bar Graph Enhancements

	To increase the excitement in Multiplayer Convergence, it was decided to give the player more insight into how his opponent is doing. Specifically, it was decided to show a player his opponent’s bar graph. This is the graph that appears when he presses “Progress”. However, some detailed information about opponent’s progress would be hidden. The two screen captures below show these two bar graphs. The one on the left is the player’s own progress results. The one on the right is for an opponent. 


[image: C:\Users\David\files\SFSU\classes\CSC899\Images\20170410\mc_20170406c.JPG]                               [image: C:\Users\David\files\SFSU\classes\CSC899\Images\20170410\mc_20170406e.JPG]

	The right graph shows opponent information, but not as much detail is given. It is not a stacked bar chart. This is to allow the player to see how the opponent is doing, but not all the detail about the individual species is given. The purpose of showing the opponent’s bar graph is to create more excitement and stimulation to improve the player’s own score.  



[bookmark: _Toc482969289]3.7 Shop Purchase

	The shop is used to purchase species and view species that are already owned. It is accessed by the little block in the lower left corner as shown below. 

[image: ]


	The shop functionality existed prior to this project but it was not integrated with the server so that purchases did not persist and credits were not deducted. As a part of this project, these tasks were completed and some additional features were added to the shop that are explained below. In this discussion, we will focus upon work done in this project. 

	The screen capture below shows the shop purchase windows that appear in the Lobby. There are three windows. The main panel with the cards to select a specie is referred to in the code as ShopPanel. Below it is an information display of the last species clicked. This panel is the ShopInfoPanel. The panel on the right, including the little panel on top is referred to as the ShopCartPanel. 

[image: ]
	No changes were made to the ShopInfoPanel. In the ShopPanel, the cost per biomass was added for each species. It is shown on the specie card below the drawing. It has the label c/b: followed by a number. This is the credits per unit of biomass.  Also, the purchase dialog process was improved. Previously, when a specie was selected for purchase, a standard amount for the biomass was put in the cart. A value for biomass of 100 or 500 was chosen. This was changed to allow the player to select how much biomass she wants to buy. As a helper, the cost of that amount of biomass is displayed as shown below. 

[image: ]



[bookmark: _Toc482969290]3.8 Shop Owned

	Previously, the “Owned” button for the Shop was not working. The player’s species were not appearing correctly. Also, the predators and prey were not appearing correctly either. The problems were caused by the fact that the appropriate classes were not connected to the server properly. Also, the biomass owned by the player has been added to the bottom of the species card. Please see the screen capture below. 


[image: ]


	This species display has two way scrolling. Up and down views species from different Trophic levels. Left and right views species of the same Trophic level. The class that produces this display of species is called Database. The biomass amount owned has been added to each card. The screen capture below shows the predator / prey view that appears for a specie when the “Details” button is pressed. In the example below, it was for the African Clawless. In the resulting display, the African Clawless is in the middle. On the left are predators and on the right are prey. 
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	For the Convergence game, only those predators and prey that are in the game are displayed. This feature is handled by the View class that assists in drawing the cards. In the code block below, if the mode is convergence and the specie is not in the game, then it is not drawn. 


[bookmark: _Toc482969291]3.9 Website Enhancements

	Extensive modifications were made to the World of Balance (WoB) website to bring it up to date and provide additional features. These changes and enhancements will be discussed here. The purpose of this section is also to give an introduction to how the website is constructed. This will help future students make updates. This is the website that showcases the project to others and helps them get started. It is in a sense, the “face” of the WoB project. The URL and screen capture of the website are shown below. 

http://smurf.sfsu.edu/~wob/
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	This page is constructed with HTML, CSS and JavaScript. However, it does use some PHP commands to improve the construction. The PHP provides a convenient way to obtain the site base URL. Below is a screen capture of the top part of the header.php file which contains JavaScript and JQuery setup and shows an example of the PHP code in use to include the base URL. 
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	The menu bar at the top of most screen occurs later in the header. To illustrate the design, part of it is shown below:
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The config.php file is shown below. This shows part of the DB access logic.
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The “Guide” dropdown is shown below. It has most of the content of the website.
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	The “Getting Started” section is shown below. Enhancing this section was a big part of the website project. A table of contents is provided to allow the user to move quickly to the section of interest. These are the red hyperlinks below. They are red because of recent selection. 
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	Many new features were added or enabled in the Lobby and these are explained in this page. This page really provides an overview of the Lobby, the starting point for all the games and the place for the player to manage her personal ecosystem. One example screen capture from this page is shown below. This is where a player joins an existing Multiplayer game.
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Another noteworthy part of the website is found in Guide -> Mini-Games. It is shown below. 
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This page shows the six mini-games that are presently available. This page is constructed with Twitter Bootstrap. Part of the page code is shown below:
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	The container class setup is seen. Also, the col-sm-6 and col-sm-4 classes are seen that are used to divide up the display. A basic understanding of Bootstrap is necessary to modify this page and the mini-game pages. 

	A portion of the “Don’t Eat Me!” mini-game page is shown below. The other mini-game pages are similar. 
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	There are generally two columns of data, but not always. Text is generally on the left side with a graphic on the right side. The corresponding code for the “Don’t Eat Me!” page is shown below.
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The align=”right” attribute is used on the image to put it on the right side. 

	Some pages, like “Cards of the Wild” uses Bootstrap to do the alignment. A section of that page is shown below.
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	We can see the col-sm-6 near the top. It places the image with text on the right side because earlier there was another col-sm-6 class. Then, we see the col-sm-12 class for the “Game Setup” label that covers all columns. Then, we see the start of the left column with the col-sm-6 class. This approach results in the text staying on the left side as shown in the screen capture below. These slight style variations between pages were not changed due to high priority on the development of some key Lobby features. 
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	The screen capture below shows the screen if Downloads -> Game is selected. This section goes through some detail in getting WoB working on one’s computer. 
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	The first line we read from the section above is, “If you have a Windows computer, you can Click here to download a zip file of the Windows executable version of the game.” This downloads an executable version of the Unity client with the WoB game. This is the easiest way for the Windows player to start playing the game. This executable file and the path to it are seen in the screen capture below:
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	It is the file, WoB_client.zip. It is presently the only executable file that is posted on the website. For other Operating Systems (MAC, Linux), the players must follow the instructions to download and install Unity, and to pull the latest development branch from GitHub. This file must be kept up to date as changes in the client are done. How to create a new executable client are explained in the section “Windows Executable Creation”. 


[bookmark: _Toc482969292]Chapter 4: Implementation

[bookmark: _Toc482969293]4.1 Ecosystem Simulation

	Below is the main() method contained in the GameServer class. It starts the server. For this project, two lines were added to this method. First, the server prints out the current WoB day as shown below. This day is maintained in the SpeciesChangeListDAO object as a static field and is accessible using the fetchDay() method. The day is written to the database every time a simulation is done through the storing of species biomass changes that occur in the new ecosystem day. Presently the ecosystem simulations occur for every player every calendar hour, so that 24 ecosystem days occur in one calendar day. This setting is changeable by editing a configure file as will be explained later. 
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	The second change to the main() method is to call the startEcosystemUpdate(). The code for that method is shown below.
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	The center of this method is the Java TimerTask class. It enables the scheduling of periodic events which is exactly what is needed for the ecosystem simulation. The variable mCount contains the number of hours plus one between simulation cycles for all ecosystems. It is initially set to 1 to begin the simulations shortly after the server is started. After mCount is counted down to 0 the simulations of all ecosystems are initiated by the ecosystemUpdate() method. Status is sent to the log file. The time counts near the bottom are in milliseconds. Before the run() method is executed, 30 seconds passes. Also mCount is decremented every hour, giving 1 hour resolution. 

	The getCycle() method is read after every count down. This is to read the number of hours until the next simulation from a file, which allows the value in the configuration file to be changed, altering the number of hours between simulations. 

The getCycle() method is shown below.
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	There is a default value, ECC_UPDATE_CYCLE_DEFAULT, if the file cannot be found or an error occurs in reading the file the default value is used. It is set to 24 hours as shown in the screen capture below.
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	The configuration file and path is src/conf/simulation/timer.properties. It is a Java properties files and the property is “cycle”, so the data appears in this format as shown on the server:
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	This file can be edited on the server and after the next simulation cycle, the number count of hours will take effect. 

	Earlier we saw that the ecosystemUpdate() method was called to start the simulation of every ecosystem. This method is shown below.
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	The first thing that is done is to increment the current WoB day. Whenever all the ecosystems are simulated, the WoB day count is increased by one. One WoB day corresponds to the simulation of all ecosystems. The day is incremented using the setDay() and getDay() methods. The getPlayerIds() method of the EcosystemDAO class will provide all players ids returned in an ArrayList. The GameTimer class, which is a subclass of the Java Timer class is used. For our purposes, The GameTimer class works effectively the same as the Timer class and is used to schedule an upcoming event. It was found to be more efficient of threads (and thus system resources) to have one GameTimer object and schedule multiple events. 

	We see that the player ids are cycled through and a simulation is scheduled for each player. The simulations are staggered by ECC_UPDATE_STAGGER which we saw earlier was 20 seconds. An ecosystem simulation normally finishes in less than 10-15 seconds. This minimizes multiple simulations occurring at the same time, while not delaying the simulations too much so that one set does not finish before the next set begins an hour later. 

	We see that the createEcosystemUpdateTask() method is called. This method returns a TimerTask object which contains a run() method that specifies the task to be executed. These tasks are schedule with the ECC_UPDATE_STAGGER stagger value. 

The createEcosystemUpdateTask() method is shown below. 
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	The steps necessary to run the ecosystem simulation are specified in the run() method. These are steps are followed when the player logs in and his ecosystem is created to allow him to interact with the ecosystem. To run the simulation of a player’s ecosystem, we must effectively log her in to create the necessary data structures to run the simulation. Only those login steps necessary for simulation are performed to save system resources. 

	First, the Player object is read from the PlayerDAO, out of the database. With the Player object then the enterWorld() static method of the WorldController class must be called. This sets up data structures that are necessary for the simulation to work. After that, an Ecosystem object can be obtained by calling the getEcosystem() method in the Player object. Some old players in the database do not have an ecosystem. This must be checked. If an ecosystem exists, then the GameEngine object (that runs the simulation) can be obtained from the Ecosystem object. The forceSimulation() method is called which runs the simulation. The TimerTask object that contains the run() method is returned. It will be queued and run. 

This is the process that runs the simulation. 



[bookmark: _Toc482969294]4.2 Multiplayer Convergence 

[bookmark: _Toc482969295]4.2.1 New Protocols

	A good way to understand client-server game such as Multiplayer Convergence is to examine the unique network protocols it has. The operation of the game is centered around its client-server network protocols. Therefore we will now explain those to give understanding into the game operation.


1. MCSetup

	This protocol is used by MultiplayerGames to setup a game room for a new Multiplayer Convergence game when the player selects to host. The screen capture below shows the MultiplayerGames code section that uses this protocol to request that the server setup a game room.
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	The top of the above code is the error checking of the host value entry. If all values check out within range then line 737 executes the MCSetup protocol to request that the server setup a game room for Multiplayer Convergence according to the 6 specified parameters. The screen capture below shows the code on the server side that receives the message in the MCSetup protocol.
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	The host has specified the 6 game parameters and those are read from the network data stream and stored as parameters for the game. The response is issued at the bottom. The game room structure and protocols used here is similar to that developed for the previous two-player games. In fact, the Multiplayer Convergence (MC) game room code is based upon the code used for those earlier games. However, the additional code above is added to read the 6 parameters from the host. This separate MC game room, beyond the standard one,  is necessary to store key parameters for the MC game. Also, it is necessary to check the player count to make sure the room is full, and not assume it is full after the second player joins. This is the protocol used setup a game in the Lobby by the host client. 


2. MCMatchInit

	This protocol is used by MultiplayerGames to add a player to a Multiplayer Convergence game room. These players are referred to as non-host players. The code below is from MultiplayerGames and is used to process a player that wants to join an already existing game in the Lobby. The player has clicked the “Join” button to the right of the game in the Lobby.

[image: ]

	This code detects if the player selected Multiplayer Convergence (MC). If so, the MCMatchInitProtocol is used to message this to the server. This is necessary to add this player into the MC game room. 

Part of the server network protocol code is shown below.
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	This code is used to match this player with the MC match setup. After the match, the player is added to the MC game match data structure. This data structure will be used throughout the game to track the game and players progress. The MCMatch data structure is obtained from the Match ID and the matchPlayerTo() method will add the player with the player ID to the match. The success of the match process is verified. Because only messages using existing matches are sent to the server, the error condition should never occur. 

Additional code from this protocol routine is shown below. 
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	This code configures fields of the GameClient object and the MC game data structures to prepare this player for the game. Some game parameter information is stored in the client, including the player id and match id. Previous round scores must be reset to -1 since this is the beginning of the game and there are no previous rounds. These scores will be sent when requested by other player clients to see the progress of this player. The winnings must be zeroed out and the name of the player is set. 


3. ConvergeGetTime

	In the Multiplayer game, the server keeps track of the time left to enter a bet. The client contacts the server periodically to get how much time is remaining. This helps to make the clients and the server all stay synchronized to the same time. The server returns the amount of time remaining for the current round. For synchronization purposes, the client sends its current round to the server so that the server can know to which round the client is requesting. This helps with corner cases. The ConvergeGetTime protocol is used to obtain the remaining time. The use of this protocol in MultiConvergeGame is shown below. 
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	The routine that processes the server response is shown below. There is other information that the client needs periodically and the server includes this information in the response. In the code below we see the time returned being assigned to the variable timeRemain that will be used by other processing routines. The client also needs to know the play (pressed “Accept” to enter a play) status of all the other opponents. There are up to 4 other opponents. This is sent over along with the time update. The betStatusList List is updated with the current bet status. This will be used to display the opponents button text in red or green. Also, if another player has pressed the Accept button, the gong sound will be played in the client. 
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	The code below calls GetTime() which sends the server the ConvergeGetTime message. This message is sent about 2 times every second to keep the game up to date. 
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	In the next two screen captures is the main portion of the server code that implements the ConvergeGetTime protocol. The formula to calculate the remaining time, betTime, is straight forward.  More processing is needed to return the bet status of each of the opponents. The routine cycles through the list of players. Some players may have left the game. To keep the game running properly those players are not removed from the game data structure, but rather they are noted as having left the game. This is necessary so that the server does not wait for them press Accept in order to complete the round. By cycling through the player list, an output data structure is created and sent back to the client. 
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4. ConvergeGetNames

	This protocol, as its name suggests, is used to obtain the names of the other players. It also obtains their player ids. Obtaining the player names is somewhat tricky. Each client wants to know this information right away to display the opponents’ names in the upper right corner of the screen and setup the data structure that tracks round winners. However, due to network latency and game client start up delays, not all players may have replied and confirmed they are in the game immediately. So, some delay time is built into obtaining these names. As a result, there is a delay of some seconds before the opponents’ names appear on the screen.

	Also, an opponent can leave in the middle of the game. The player can surrender, leaving the remaining players to finish the game. Or, a player could get disconnected or just stop his client. Therefore, each remaining player client must check with the server periodically to update the list if a player leaves the game. If a player leaves the game, his button in the upper right corner will be removed, but his data will be retained for the winners display. The periodic checking of player game status is done about every 4 seconds. 

	The client code below checks the server about every second for the first 10 seconds of the game to make sure it gets all of the player names. Most of the time, all the player names are available within a few seconds, allowing the opponents to be displayed quickly. Occasionally, one or player names become available later. This code allows all of the player names to be registered while displaying the names promptly. 
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	The program code below processes the server response to the GetNames() method that uses the ConvergeGetNames protocol. This code initializes the data structure that maintains the player name and the number of rounds won. This data is also used when displaying the final results at the end of the game. The program is designed to build this data structure within the first 10 seconds of the game. If a player already exists in the data structure, she is not added again. 
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	The code below checks for player names every 4 seconds. These are the names used for displaying in the upper right corner of the screen. This periodic checking is necessary to detect players that have left the game. The original set of names obtained at the beginning of the game with GetNames() is maintained for historical references, such as the display of round winners. 
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	Below is the heart of the server code that implements the ConvergeGetNames protocol. The names are retrieved from the MC game data structure. Those players that have left the game are not returned. This allows the players displayed to be the current players. The left players are retained in the data structure for final score calculation. The protocol is specified to return 4 player results. For the non-existent players, a negative player id is returned to signal no player.
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5. ConvergeGetOtherScore

	This protocol is used to obtain the 5 most recent scores of a given player. The server data structure keeps track of each player’s 5 most recent score values. The score value is the delta between the player’s graph and the target graph. The smaller the score is better. 

	To make the game more interesting, a player can view the 5 most recent score values from any opponent in a bar chart similar to his own progress chart. This chart is obtained by clicking on the button of the opponent in the upper right portion of the screen. When the opponent button is clicked, this protocol is used to obtain the 5 most recent score values for the selected opponent and those are delivered to the bar graph utility to be displayed. 

	The opponent buttons are displayed by the following code. The color of the button is based upon whether the player has played (pressed “Accept”) this round and indicates the number of rounds won. Near the bottom of this code block we see the GUI.Button() method that displays the button and returns boolean true if the button was pressed. If pressed, the displayOtherGraph() method is called. This displays the graph for the other player. 
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Below is the displayOtherGraph() method code and the callback that handles the server response.
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	The other player id is sent to the server. The response contains the 5 most recent scores for the other player. These are loaded into a C# List structure. Some additions have been made to the BarGraph class that enable it to draw the opponent graph as well as the player graph. However, the opponent graph gives less information as explained earlier. The BarGraph object must be loaded with the other scores, a flag big set. Then, the graph can be set as active. This will cause the bar graph of the opponent to appear. 

	Below is the main portion of the server code that implements the ConvergeGetOtherScore protocol. The MC game data structure contains the 5 most recent scores. These scores are updated as new bets are made. These scores are loaded into the response and returned. 
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6. ConvergeBetUpdate

	This protocol is center to the game operation. This is the protocol in which the client informs the server of the player’s actions this round (pressing the Accept button or not before time runs out). When the player presses the Accept button, the client notifies the server using this protocol. When time runs out and the player does not press the Accept button, then the player has chosen not to participate in this round. When time runs out, the client also notifies the server that the player has chosen not to participate in this round using this same protocol, but with different settings. Here are the code segments for both options

Below is the code that sends the message if the player presses Accept before the time expires.
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	The variable, betEntered, is set to 1 to notify the server that this player did submit a play this round. The variable, improveValue, holds the score that the player received for this round. The smaller the value, the closer the player is to matching the target. This values are compared by the server and the player with the smallest value wins the round. Ties are also processed by sharing the round winnings. 

	A checking of the code will show that the improveValue is generated by the Improvement() method of the BarGraph object. The BarGraph is displayed when the user presses the ‘Progress’ key and shows a stacked bar chart of the players scores since the game began. Again, a lower value is better. It means a closer match to the target graph. The BarGraph object obtains scores from the ecosystem simulation that returns results via the ConvergeNewAttempt and   ConvergeNewAttemptScore protocols that cause the server to run the simulation (based upon the player input) and return the updated data for the graph. This allows the BarGraph object to calculate the new improveValue. 

	The current round, curRound, must be sent to make sure the client stays in synchronization with the server. The formattedScores array contains up to the last 5 rounds of score results for the player and is usable by other clients to report the player results. 

	The server responds to this message by one of two types of messages. The first possibility is that all players have entered a bet. That is, this player was the last one to respond. That message will report whether this player won the round or not, and if she did win the round, how much she won. Or, the server will respond that not all player clients have responded yet. In which case, the client delays a short time and asks the server again. The code that receives the message back from the server is shown below. The code is long and takes two screen captures and therefore will be explained in two sections.
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	The message is received above from the server. The variable, roundComplete, indicates if all player clients have responded. If that is not 1 (round not complete) or the completed round does not match the current round, then the routine exits. This means that client must wait a while and check again if the server has received every client’s response for the current round. Otherwise, the winner counts are updated. The balance is updated and the appropriate music is played. 

Below is the screen capture of the remaining code in the block. 
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	The variable, won, is set to -1 when the player does not play that round. If the number of rounds is completed, the end game data is fetched from the server. Status flags are updated. 

	In the case in which all the clients have not responded yet, the server informs that to the client and the client must wait a while and poll the server again. The code below performs this repeated messaging of the server until all clients have responded. 
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	In the code above, the conditional checks if the time elapsed since last check has exceeded the amount, SUBMIT_WAIT_MS, which is set to 700ms presently as shown below:
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	When the player does not press Accept and time expires, the client notifies the server of this fact also. In any case, every client must respond every round to notify the server of its player’s actions. The code below performs this function. The variable, betEntered, is set to 0 to indicate that this player did not press Accept this round. She is not participating this round. She will neither increase nor decrease her balance this round. 
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	The code above is very similar to the previous code examined, with the exception of the betEntered = 0 indicating no participation this round. The response is handled by the same routine as when the player enters a play. 

	The corresponding server code is shown below. It is broken up and explained in three portions. 
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	The code above receives the client’s message with the player’s information. This is stored in the game data structure for future comparison with other player information, once information from every player has been received. This routine is called multiple times until the all clients have responded and then the server replies with winner information. If the player did bet, then the bet amount is subtracted from his score. If he wins the round, it will be later added in.  The overTime flag detects if the time has passed that clients should have responded. That flag will be used later to remove clients that have not responded. 

The code below is the next block of the ConvergeBetUpdate server code. 
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	This block compares the results of each client that has responded to determine who has won the round. Code is present to handle ties. The total bet must be summed so that it can be split among the winner(s). If there is found one client that has not responded yet, then this data will be discarded. The server waits until all clients have responded. 

	The code at the bottom of the screen capture above removes clients that have not responded within 5 seconds of the round ending. Such a player is marked with the setLeftGame() method that indicates that this client has left the game and will not be considered for game input anymore. This is necessary if a client is stopped or crashes. Without this feature, the game would hang for the remaining players. This replaces the function of the ConvergeCheckPlayers protocol which is not used anymore. 

	Below is the block of code that is executed if all clients have responded. That is, (found == false), indicating that no clients were found that did not respond. 
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	This code updates this client’s response with status that indicates if he won or not, and the amount of winnings. The response is sent back to the client. 


7. ConvergeGetFinalScores

	This protocol is the last one and it is used to get the final scores of all players as the name implies. Once the last round play has been submitted for all players and the client receives the results for that round, it knows that the game is over. It uses this protocol to get the final scores for each player which is displayed as shown earlier in this report. 

The code below shows the messaging of the server with this protocol.
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	When the condition at the top of this block is true, the last round has been completed, and the results have been received from the server indicating that all players have bet. The EndGameProtocol is used. The code 5 is for the Multiplayer Convergence game. This protocol updates the player’s credit balance with the new balance (balance) on the server. The client object GameState is a static object that persists during the game. The field GameState.player.credits holds the player credits on the client side. It is also updated to maintain consistence. Other Lobby programs require this consistency to be maintained.

	The ConvergeGetFinalScores message is sent and the end of the game music is played. The code that handles the response from the server is shown below:
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	The results are obtained from the server and copied to arrays (playerId, playerWinnings, playerLastImprove) that hold the values for displaying. The three ‘show’ status flags indicate which windows to display. The showScores is set to display and other pop ups are turned off. 

	There are some timing issues. The clients do not all receive their updated scores at the same time. It depends upon when they request the update and when the last client has submitted the bet results. Clients poll for the results about every second. So, all the clients do not request the final scores at the same time. This causes the first client to possibly get a non-final score for another client. The result is the display of winnings for an opponent is not accurate. Because of system delays, it was difficult to get this timing correct. So, it was decided to send the ConvergeGetFinalScores protocol 20 times, once every 0.5 seconds, extending out up to 10 seconds. Initially a displayed value might be out of date for an opponent, but it is automatically updated within 1 to 2 seconds. The code that does this repeated messaging to the server is shown below. 
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[bookmark: _Toc482969296]4.3 MultiplayerGames

	The MultiplayerGames code manages the joining of a multiplayer game in the Lobby. Before Multiplayer Convergence (MC), all multiplayer games only had 2 players. Also, none of the games had any parameters entered in the Lobby. MC increased the number of players to 5 and introduced parameter-setting in the Lobby. These and other capabilities had to be added to MultiplayerGames to support MC. This section talks about these changes. All the code in MultiplayerGames will not be explained here, but rather that code that is new or modified for MC will be discussed.

The code shows how the field labels and entry boxes are displayed to support MC. 
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	The above code shows that two rows of carefully spaced labels are drawn using Unity GUI features. The correct positioning of the words is accomplished by assigning the correct number of spaces. No problems with this approach have been found after trying various screen sizes and platforms. 

The code that accepts the user parameter field input is shown below.
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	The GUILayout.TextField command is used. It allows a default value to be specified as shown above. This function manages most of the work associated with accepting an input. The value must still be checked that it is within range. 

The code that handles a user invalid entry is shown below.
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	When the user submits his choice, if a value is found to be out of range, a question mark is added to the field, the hostEntryError flag is set and the code below notifies the users. The error message is displayed. Otherwise, the user is notified that she can edit any values. 

	The default values are set in the code block below. This is setup before the user is enabled to enter values. 
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	The code below handles conversion of the user inputs and, if the values are all valid, preparation of the message to notify the server of the game.
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	The GUILayout.TextField command works with string values. Numeric values must be converted from the string entry. Leading spaces must be eliminated to prevent an error. If a value out of range is encountered then hostEntryError flag remains true and the invalid entry is noted with a question mark. If there are no errors, the MCSetup protocol is used to establish a game room. As explained earlier, the MCSetup protocol is used by the game host to establish a game room. This protocol sets up the necessary data structures to support the MC game and adds the host as the host player. With this data structure in place, all other clients in the game room will also see this game as available. 

	The OnPairResult() method that adds a player to a game is explained for MC in two screen captures below. The top capture shows the entry point for this method and the bottom capture shows the code that handles the MC game. 
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	When a player wants to join a game that is already posted in the Lobby, she joins as a non-host. The MCMatchInit, as explained earlier, performs the process of adding a player to an existing MC game in the Lobby. Once the allotted number of players has joined, MultiplayerGames will transition all players into MC. This is handled by the code below: 
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	The MCMatchInit protocol results with a status value. If this value is 0 then all players have joined and it is time to transition to the game. The message is sent to all players in the room so that they will all enter the MC game when the last player has joined. 



[bookmark: _Toc482969297]4.4 Ecosystem Display in Lobby

	The screen capture below shows the Lobby scene. Species are displayed on the tiles to show the species belonging to each player’s ego system. This includes this player and all other players. These are the results of two blocks of code. First, code has been added to display the player’s species on her tile. Also, code was added to display the species of all of the other players. These two blocks of code will be explained separately. They have significant differences. 
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Code that displays player’s species

	The GameState class is an object that persists throughout the game session. Therefore, it contains many important game state objects in a static form that are easily accessible to other class routines. A screen capture of the beginning of GameState is shown below to illustrate this point.
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	Many important static objects are maintained in GameState as shown above. This includes Account, Player, World, Ecosystem, matchID, envScore, envHighScore. Other important objects, like speciesList, are not maintained as a static object. It is necessary to get a GameObject object name to access those. 

	When the player logs in the server will send information to the client. The client will provide this information to the player or will use it to make the games function correctly. The client listens for these messages from the server. The GameState object has code to listen to three types of messages as shown in the block below. 
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	The ECOSYSTEM messages contain information about the player’s ecosystem. This information is used to create some ecosystem data structures on the client side and is made available to the player and used by some games. The SPECIES_CREATE messages tell the client which species the player owns. They trigger the creation of a species object in the client used by the Lobby. The SPECIES_INFO messages were added in this project. They are used to give information about other player’s species so that those graphics can be drawn on the tiles. We will look at these messages in the next section.

	When a SPECIES_CREATE message is received, the ProcessSpeciesCreate() method is called. In addition to creating the species in the client data structure, it also displays the species on the player tile. The displaying of the species was added as part of this project. This routine is shown in the screen capture below:
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	The ProcessSpeciesCreate() method is complex so we will focus on the extension added in this project. First, the code checks if the species id is found in the SpeciesTable object. If not, an error message is displayed. This failure is significant because it means that the client database does not contain a species that the server database has. The client database is supposed to contain all the species presently in the game. 

	After that the CreateSpecies() method is called. A screen capture of that method is shown below. 
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	This code does a number of things to create this player’s species in the client data structure. In order to display the species Lobby tile, line 217 extracts the zone_id of the player’s tile from the data structure and then uses it in line 219 to access the tile (called a zone) for that player and place the organism on the tile. 

	When the species is created the CreateAnimal() or CreateOrganism() methods of the Species class are used. These methods do a similar action in regards to placing the species on the player tile. So that the species do not stack on top of each other and become obscured, each specie is shifted over a little on the tile when it is placed. This shifting happens in the X direction. Once the end of the tile is reached, then a shift in the Z direction happens. The Z direction is what we normally think of as the Y direction. The code below performs this function.  
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	The specie is placed at the location xIdx and zIdx. The variable step provides a scaling factor that effects how much the species graphics overlap. After placement the method updateIdx() is called. It updates xIdx and zIdx to shift them over to make each specie visible. That code is shown below. 
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	These code blocks cause the player’s species to appear on his tile, shifted over a little so that all are visible. 


Code that displays species of other players 

	The code that displays species of other players has some similarity as the code discussed above, but there are some significant differences. The other players species are not part of the player’s specie data structure, nor can they be. Another approach is necessary for handling the other players’ species. 

	As mentioned above, GameState also listens to SPECIES_INFO messages. This protocol is new for this project. New code has been added to the server to send these messages to inform the client about the location and type of other players’ species. To understand this, let’s look at the server code that sends these messages.  

	The startEcosystem() method in the EcosystemController class sets up the data structures to start a player’s ecosystem after login. A snippet of the beginning of this method is shown below. 
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	At the end of this method, code was added to send species and ecosystem tile information to the client. This code is shown below in two sections. 
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	The ideal row and column are the center of the Lobby map. If a player owns multiple tiles, the one nearest the center is chosen to make the Lobby look more densely populated. The EcoSystemDAO is used to get a list of all player ids. An ArrayList with each player id is returned. Then, the code cycles through each player id. If the logged-in player is found, it is skipped. We have already placed the species for this player. Then the zone list is obtained for that player. This is the list of tiles that the player owns. That list is cycled through to find the tile closest to the center of the Lobby. The code explanation continues with the code block below. 
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	The ecosystem for the player is retrieved. Among other things, it contains the list of species ids that the player owns. These are added to an ArrayList. Then, a SPECIES_INFO message is sent to the player client containing the row and column of an owned tile and a list of species ids that the player owns. This process is repeated for all players with tiles. 

	Next, let’s look at the code on the client side that receives the SPECIES_INFO messages. These are received by the ProcessSpeciesInfo() method of GameState. This method is shown below. 
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	This method extracts the List of species ids. The first block of code prevents duplicate species from being displayed. The server will repeat the data due to various circumstances, including the purchase of additional biomass of the species. Starting in line 119 the case for the first placement on a tile is handled. The location of the last species to be placed on a tile is kept in a SpData object. The first time a specie is placed on a given tile, this object must be created. 

	A specie listed twice redundancy check is done starting in 130. If the specie has not been placed before on the tile, then it is added using the otherSpecie() method of the Species class. This method is shown below. 
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	The zone offsets are stored in arrays. The location for the X & Z component is calculated using the strange formulas in lines 87 & 88. These adjust for the hexagon size of the tile and the interleave placement. The position of the graphic is set by these two values. Some scaling is done to make the species fit better on a tile while still being discernable. The UpdateOther() method on line 86 shifts the offset locations to the next position on the tile. This block is shown below. 
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[bookmark: _Toc482969298]4.5 Ecosystem Graph

The Ecosystem graph is a feature of the Lobby. An example display is shown below.

[image: C:\Users\David\files\SFSU\classes\CSC899\Images\20170414\joseph_graph.JPG]

	To explain the implementation of the new features in the Ecosystem graph, we will start with some critical basic components. The first one is the GetData() method which is called to get the data to draw the graph based upon local cache and server data. The first part of this method is shown below. 
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	The method begins by initializing some variables and objects that will be needed. Then, the code checks if the cache file exists. If not, the block of code that reads the local cache is skipped. The first time a player selects the graph, no file will exist and all the data will need to be fetched from the server. 

	If the file exists, it is read. The first line that is read is a single number and it is value for the variable aDay. This is the highest day for which there are values in the file. All species biomass data in this file will have values through this day. Next, the routine reads a line in the file. Each line will contain the biomass history from the species inception day in this ecosystem until aDay. The method NextValue() fetches the next number from the CSV-formatted file. bufLine is a global string and it is edited by NextValue() to extract the value read. The first two values in the line are the species id number and the count of days stored in this line, cnt. So the days stored in the line range from [aDay – cnt +1, aDay]. The cnt is not necessarily the same for each specie. These values give the biomass of the species for each day. These values are added to a Dictionary for displaying on the graph. After the Dictionary is complete for this species, then the species id is added to SpeciesIds which is a List of species ids, and the dictionary is added to biomassHistory a List of dictionaries. The UpdateData() method will display the graph based upon the file data. 

The screen capture below contains the next portion of the GetData() method. 
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	At the top of the code, the else clause sets aDay = 0. This is the case where there is no cache file. This indicates that the server must be accessed for player species data all the way back to the beginning of game time. 

	The code that follows is executed both when a cache file exists and when one does not exist. There is a series of network messages and receipt of data. The first step is to get the current day. This done through the SpeciesAction protocol with action = 6. This returns 3 day values. The last one is the current day in the game. It used to determine the end point of the graph. The variable maxDay is assigned to it. This is the maximum day displayed by the graph. 

	After this, the SpeciesAction protocol is used again, this time with action = 2. This returns a Dictionary that is assigned to speciesCount. The keys of the Dictionary are species ids and the values are current biomass values. 

	For each species in this Dictionary it is necessary to request the daily species value changes from the server. This is done by using mode 7 of the SpeciesAction protocol as shown in the code above. The variable action2 is set to 7 to select this mode. One additional request is done for species id = -1, which is a code for the environment score. It is also plotted on the graph. Notice that the value of aDay is included in the network message. This variable instructs the server as to the starting day to fetch the daily biomass change value. If no file is present, aDay will be 0 and the fetch will go back to the start of the species for this ecosystem. If the cache file is present, aDay will be set to the last day read from the cache. This will be the first day of access from the server, so only the values not present in the cache file will be read from the server. The day of aDay will be read from the server even though it is in the cache. This is necessary because it is possible that the biomass changed again on aDay after the cache was created, through a purchase, for example. 

The screen capture below shows the next block of code in the graph routine. 
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	The code block above is continued in the screen capture below. First, we will discuss the code above. The code is the callback from the server. The server responds with the daily biomass change values since aDay. Actually, only values are returned for days where there were changes. The server database does not store entries for days in which there is no change in biomass to save database storage. 

	This block creates some data structures that will be necessary. The data structure, speciesList, is a Dictionary with keys of days and values of biomass delta that occurred on that day. The variable, spMin, is used for 0 filling the days where there are no changes in the biomass. This is necessary so that there is a value for each day in the graph. It makes the graph easier to understand. If there is a cache file (aDay > 0) and the cache has this species id (it existed before aDay) then spMin will be set to aDay. This will be the start of the 0 fill of missing days. Otherwise, spMin will be set to the smallest day value in the server daily biomass change history. This is to make sure the 0 fill goes all the way back to the first daily value, and no further. The code starting at line 920 does the 0 fill. 

The screen capture below completes this block of code. 
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	The code starting in line 927 checks for any data for this species that was in the local cache. If there is any, then it is added to the data from the server. The keys are sorted for displaying the graph. This data must be changed to be displayed in the graph. The data from the server is daily biomass changes. This needs to be changed to actual biomass values. The code starting in line 940 does this function. The minDay value updated starting in line 945 is used for display. It is the lowest day in any biomass and sets the starting point for the graph. The next code transfers the data into the display data structure. The variable speciesCount is decremented. Once that becomes 0 then the last species data has been received from the server. The UpdateData() method updates the display. Normally the player does not even see any change on the screen from this because the update happens in the later days and the graph is initially set at the starting day.

	The code below rewrites the local cache. It is rewritten with the latest graph data. Also, the method, NextValue(), is used to parse the line from the local cache which is written in a CSV format. 
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[bookmark: _Toc482969299]4.6 BarGraph Enhancements

	The BarGraph class used by both Convergence games was modified to support the opponent’s bar graph feature. The contrast between the two graphs can be seen below. 


[image: C:\Users\David\files\SFSU\classes\CSC899\Images\20170410\mc_20170406c.JPG]           [image: C:\Users\David\files\SFSU\classes\CSC899\Images\20170410\mc_20170406e.JPG]


	The right graph shows opponent information, but not as much detail is given. It is not a stacked bar chart. This is to allow the player to see how the opponent is doing, but not all the detail about the individual species is given. This reduced information graph is produced by the game BarGraph class, but utilizes some additional code as explained below. 

The InitializeBarGraph() and GenerateBarGraph() methods are shown below. 
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	The InitializeBarGraph() method is called when the game is first begun and it is used to create the BarGraph object. The object is loaded with data necessary to display the player’s results. The GenerateBarGraph() method is called when it is time to display the player’s stacked bar chart as shown in the first example earlier. In both cases, if the BarGraph object has not been created, it is created. The recent attempts are added to the object for displaying. The MC game added the new method setOppGraph(). This is a flag to indicate which of the two graphs will be displayed. The SetActive() method turns on the graph display. 


	The code below is from the BarGraph class and it is the method that makes the window every OnGUI() cycle. References to the flag oppGraph can be seen. This flag is set true when drawing the opponent graph, the second one in the example. The location of the graph depends upon which graph is being drawn. Also, the title is customized. The method calcOppValues() is designed to calculate the values for the opponent graph. It is only necessary when drawing the opponent’s graph. 
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	The code below draws the bar. In the case of the player graph, it is a stacked bar chart. In the case of the opponent graph, there is only one bar.
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	For the player code shown at the top, there is a cycling each of the species delta values to draw a color-coded bar for each species delta. For the opponent graph, the code near the bottom draws a single bar for the opponent score. Depending upon which graph is drawn, the size and location are different. This is shown in the code below.
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	To make the game most effective, the player stacked bar chart is fit into the lower right corner as seen in the first image shown earlier. This allows the player to look at the two ecosystem progression graphs, the stacked bar chart and the sliders all at the same time. The positioning code to do this is shown above. 

	The Improvement() method is shown below. It is an important method. It is called by the MC game to calculate the player score. The lower score is better because it is a measure of the difference between the player’s graph and the target graph. Different algorithms have been used at various times. As the comment below says that in the September 2016 meeting, it was decided to use latest score obtained by the player. This is obtained by taking the most recent score obtained for the player, which is the last entry in the scores List. Then, subtracting that number from 0. The number becomes negative. The larger number (or closest to 0) is better. 
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[bookmark: _Toc482969300]4.7 Shop Purchase

	The shop purchase screen is seen in the screen capture below. 
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	Each specie is represented by a card which has a drawing of the specie in the middle. Below the drawing is a line with the characters “c/b: “ followed by a number. The number is the cost per one unit of biomass. This gives the player some indication of how much each specie will cost. The code that provides this information is shown below.
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	This code is in the OnGUI() method that is called every frame update. Initially, the biomassServer value is set to -1 when the species is created. If this is the first run, then the -1 value will cause the message to be sent to the server requesting the cost of the species. The -2 value is assigned to prevent the message from being sent a second time. If the cost is greater than -1 the cost has been received and can be displayed. 

The code that receives the message from the server is shown below: 
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	This code receives the species cost for a set biomass. The values are updated so that during the next screen refresh the cost per unit of biomass will be displayed. 


	While in the shop purchase, the upper right corner displays the credits remaining. This is assuming that the player decides to purchase the items in the cart. In the screen capture a few pages back, the African Clawless is in the cart for purchase of 100 biomass units. This purchase has not been done yet. It will not be done until the player clicks “Purchase” near the bottom right. However, as a convenience, the upper right shows the remaining credits, assuming this purchase was done. The code that implements this feature is shown below:
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	Near the top, the credits remaining is calculated by taking the existing credits and subtracting the cart total. This shown on line 169. Then, on line 180 & 181, this amount is displayed. The ShopCartPanel class was enhanced to contact the server to update the species in the database as well as to deduct the credits. This was necessary to persist the transaction. The code that implements the purchase is shown below:
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	There are two parts to the code. On line 158 a message is sent to the server to purchase the items in the cart list. This part was not present previously. Neither was the correct server protocol to receive the message in place. The code starting in line 162 completes the purchase on the client side, updating the local copy of specie totals.

The server protocol that receives the message is shown below.
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	The purchase data is parsed from the message and the processing step involves using the World class method createShopOrder() to implement the purchase. The server and client code have been synchronized to prevent the server from ever determining that there are insufficient funds. So, the legacy code in lines 48 to 53 is not relevant for purchases anymore. In the past, it was possible for the server to reject the purchase because of insufficient funds. The client has been changed to accurately calculate the cost in the client and make sure no purchase request is made that exceeds the credit balance. 

The createShopOrder() method code is shown below. 
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	For each item in the purchase list, the species information is found, including the amount of biomass the player presently owns, if any. The adjustment is made to the biomass and the credits are deducted in the server database. 

	On the client side, the PurchaseSpecies() method of GameState is used to update the local credit balance. The code for it is shown below.
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	The species biomass counts are updated. If the species does not exist for the player, it is created. This process keeps the server and client species biomass counts and credits in balance. Proper game play requires this. 



[bookmark: _Toc482969301]4.8 Shop Owned

	Previously, the “Owned” button for the Shop was not working. The player’s species were not appearing correctly. Also, the predators and prey were not appearing correctly either. The problems were caused by the fact that the appropriate classes were not connected to the server properly. Also, the biomass owned by the player has been added to the bottom of the species card. Please see the screen capture below. 
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	This species display has two way scrolling. Up and down views species from different Trophic levels. Left and right views species of the same Trophic level. The class that produces this display of species is called Database. 

The class provides a static method for obtaining the instance reference as shown below.
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	We can see in the code above when this method is called and the mode is MODE_OWNED a network message is sent. This mode is for the Shop Owned display that we saw above. The network protocol obtains all of the species and their biomasses that are owned by the player.  The problem with the previous code was that the server was not being accessed to obtain the species information. The problem is that the client may not have the complete information on the current species biomass values. So, accessing the server is necessary for this mode to work properly. The code that receives the server response is shown below.
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	The object ownedSpeciesList is a Dictionary of species ids for keys and biomass for values. Once this data is received the chart can be set active as is shown at the end of the method. 

	This same display is used in other parts of the system as well. For example, it is used by the Convergence game. In the Convergence game, there is no biomass value to display. In order to provide the option of some uses have the biomass and some do not, a second Draw() method was added to the Card class. A Card object is created for each specie to be represented in this chart. The Draw() method is used to draw the card. An overloaded version of the Draw() method was created which contains a biomass parameter. When that method is used the biomass is also drawn. Please see the code block from the Card class below. 
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	The regular Draw() method has no arguments and is a very long routine. For applications that require the biomass to be displayed, the above version is used. The biomass is supplied as a parameter. The biomass is set and the regular Draw() method is called. The Card object is created with biomass set to -1. The code for a portion of the Draw() method is shown below.
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	If the regular Draw() is called, then biomass will be its default -1 value and no biomass will be drawn. If the Draw(int biomass) version is called, then the biomass is displayed. 

	The screen capture below shows the predator / prey view that appears for a specie when the “Details” button is pressed. In the example below, it was for the African Clawless. In the resulting display, the African Clawless is in the middle. On the left are predators and on the right are prey. 
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	For the Convergence game, only those predators and prey that are in the game are displayed. This feature is handled by the View class that assists in drawing the cards. In the code block below, if the mode is convergence and the specie is not in the game, then it is not drawn. 
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[bookmark: _Toc482969302]4.9 Windows Executable Creation

The Windows Executable must be updated whenever development is changed

	The executable is convenient for the players, but demands more work for the WoB team. This executable must be updated every time that development is changed in any way that impacts the player. The update process is explained below.

First, inside Unity select File -> Build Settings
It gives a window similar to the screen capture below:
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	All the scenes should be selected. The MiniClientAssets/MiniClient is not selectable. It should not be selected. Choose the desired platform and architecture. To make a build for debugging, clicking the “Development Build” box provides helpful debug messages. The Development build is useful to debug game crashes. It will print out an error message when the client crashes. Sometimes the executable client will crash because it is missing a file that the GitHub version is not. For the release version, it is not recommended to use the Development build. Then, press the “Build” button. 

	This will produce a WoB_client_win.exe file. It will also produce a directory, WoB_client_win_data. This file and directory must be in the same directory for the executable to run. However, other things seem to be necessary to make it work. These are explained in the file “readme_to_make_exe.txt” that can be found in the Unity top level game folder. 

	The first statement is, “1. I had to copy the sqlite3.dll into the Plugins folder from the x86 subfolder of SQLite4Unity3d. The zip file is in this folder.” The SQLite4Unity3d.zip file is in the top level game folder. It should be unzipped and down the path, SQLite4Unity3d.zip\Plugins\x86, there is the file: sqlite3.dll. This file has to be copied into the folder WoB_client_win_Data\Plugins. Next, the help file says, “2. I had to copy Database folder into the WoB_client_win_Data folder!”. The Database folder is under the Assets folder. It has to be copied into the WoB_client_win_Data folder. Finally, the help file says, “3. The converge-ecosystems file must copied to the same directory level as the exe file.” There is a file in the game folder, “converge-ecosystems”. It must be copied into the folder with WoB_client_win.exe file and the directory, WoB_client_win_data.  These three entities can then be zipped together and posted to the website. When that zip file is downloaded and unzipped, the player should be able to double-click the exe file and run the game. The exe file will run faster than starting Unity and specifying the Unity game folder. 



[bookmark: _Toc482969303]4.10 Server Deployment

	The sever is written in Java and is presently deployed to an AWS host (54.153.66.118). The server can moved to another host. In the past year it was been hosted on www.thecity.sfsu.edu and www.smurf.sfsu.edu . The AWS server is more powerful, and possibly more stable, than these other two systems so we are presently using the AWS server. 

	Running on AWS has made the Multiplayer Convergence “Preview” command more practical. The Preview command runs the ecosystem simulation and displays the result without submitting the play to the server. This command is only practical if the simulation runs fast. On thecity and smurf, the simulation run was slow and so the Preview command might not result in good user experience. However, on AWS, the Preview command operates acceptably fast. 

	Previously we have used the Travis environment (https://travis-ci.org) to deploy the server when the server was running on thecity and smurf. Travis integrates with GitHub and provides a nice compiling error checking process and deployment process. This was setup by Jens Vanderhaeghe. However, after Jens graduated a problem developed with the key process and the Travis deploy began to fail. Travis still does an error checking when commits are made to GitHub. It was decided that we would put resources into preparing the client and server for the game trial and leave automatic deployment for a later date. Therefore, we will discuss the manual deployment process

	This section discusses manual deployment using a Linux environment. Deployment using MAC would be very similar. The Linux installation used for this deployment is actually running on a Windows system using VirtualBox from Oracle. In this case, a recent version of Ubuntu (16.04 LTS) was installed using VirtualBox. A shared folder was established with Windows. This allowed working in a Windows environment and then using Ubuntu to compile and deploy the server.

	The deployment steps can be found using commands found in a script in the server scripts folder. The scripts folder is part of the Travis environment. The Travis configuration file can be found in the top level directory, in the file .travis.yml. In the scripts folder, there is a file called compile.sh. This file contains commands to manually compile the server. The scripts folder is in the top level folder for the server project. It can also be obtained from the top level directory in GitHub as shown in the screen capture below. The .travis.yml file can be seen there also. 
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	To compile the server into a jar file, follow the instructions from compile.sh shown below. Not all the steps in the script are included, but only those needed to manually deploy the server. 

>>>
cd src

# fetch a list of all the Java Classes
find . -name "*.java" > sources.txt

# Compile all the Java Classes
javac -cp "./../lib/*:." -target 1.8 @sources.txt

rm -rf sources.txt

# create a jar file for each game, based on their appropriate manifest files.
jar cfm '../dist/lobby.jar' '../manifests/lobby.manifest.txt'  *
jar cfm '../dist/cards-of-wild.jar' '../manifests/cow.manifest.txt'  *
jar cfm '../dist/clash-of-species.jar' '../manifests/cos.manifest.txt'  *
jar cfm '../dist/sea-divided.jar' '../manifests/sdv.manifest.txt'  *

<<<

	Comments included from compile.sh should not be typed in. The four ‘jar cfm’ commands will produce 4 jar files; one for the Lobby and the other three for the three game servers. Most of the deployments only involve the lobby.jar file. So, only the Lobby ‘jar cfm’ command is necessary in those cases. If one of the game servers is updated, then the jar for it must be regenerated and deployed. 

	Once the jar file(s) have been generated, they need to be copied to the server. The jars are stored in the ‘dist’ folder, so it is necessary to type ‘cd ../dist’. From the ‘dist’ folder, the Linux scp command can be used. Here is an example;

scp  lobby.jar  wob_server@54.153.66.118:/home/wob_server

	The password for the account can be obtained from Dr. Yoon. This will copy the file to the AWS server. If a different server is used, then use the appropriate IP address and directory path. 

	Next, login to the server. From a Windows computer this can be done using putty. The jar file(s) will be in the top level directory. First, it is necessary to kill the process for any server that is being deployed. The ‘ps aux | grep wob’ command can be used to see the process numbers of the servers. The ‘kill -9 <process_id>’ command can be used to kill the appropriate servers. Replace <process_id> with the process id obtained from the ps command. Do not kill all servers, but only those that are being deployed. 

	The server jar binary files are stored in the directory:   wob-server-binaries. The old jar file(s) should be removed and the new ones should be moved into that directory. Then, the jar file can be started with a command like shown below. The example is for the Sea Divided server. All the mini-game servers are done the same way. 

java  –jar  wob-server-binaries/sea-divided.jar  >  logs/sdv.log  2>&1  &

	This command is to begin execution of the Sea Divided server. The three mini-servers are deployed in a similar manner. It is suggested to follow the same naming convention of the existing log files found in the logs folder. This command will overwrite the existing log file. If the existing log file should be kept, then it should be renamed before executing this command. This command redirects the log file into the logs folder. Also, the error output is redirected into the same log file using the sequence,  2>&1. This captures the error output as well for later debug. This option has sometimes been associated with the server crashing on AWS without giving any message. If  crashing is a problem, the server could be run without this option to see if that helps. 

	The ‘&’ runs the process in the background. The log file can be checked to see if the server says that it is ‘> Now accepting connections…’. All four game servers will report this message early in their log file. For the lobby server, it will begin simulations within a few minutes depending upon the configuration file setting.

	For executing the lobby.jar file, the command is different. There is a shell script, startLobby.sh, found in the /home/wob_server directory. It has two commands. The first is: source activate atn-tools. This is necessary to configure the server to generate the food web graphs. The second command is the standard command to start the lobby server. The shell script should be run in the background like:

./ startLobby.sh &

This will activate the atn tools and start the Lobby server. 




[bookmark: _Toc482969304]Chapter 5: Results

[bookmark: _Toc482969305]5.1 Testing

	Multiple testing layers were employed in this project. First, the student tested the code using localhost on one computer. It was possible to run the server and two clients on one reasonably powerful laptop. This approach provided quick feedback on changes to both the client and server. The screen capture below shows two overlapping clients playing Multiplayer Convergence on one laptop. Here, three programs were running on one laptop; the server and two clients.    
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	When that passed, the server was deployed to the remote host. Three remote hosts were employed at various times; smurf, thecity and an AWS host (IP: 54.153.66.118). The remote server runs more reliably and was employed when frequent server changes were not required. After both the client and server were passing both tests, then two computers were employed to run the two clients. This verified that Multiplayer Convergence would still work when used in the more normal way of one client per computer. Also, this allowed the testing of up to 5 players. Multiplayer Convergence supports up to 5 players. To test this feature, two computers were employed; one with 2 clients and the other with 3 clients. This allowed the student by himself to test up to 5 players playing. 
	The next group of tests involved the professor as well as the student. The two played Multiplayer Convergence. Good feedback was received from someone other than the program developer (the student). Then, the next step was to include additional WoB students in the play session. This resulted in 3 or 4 separate players playing Multiplayer Convergence. The next step is the game trial with non-WoB developers. This is scheduled for Summer 2017. 


[bookmark: _Toc482969306]5.2 Testing Protocols

	The following testing protocols are used to test the features implemented in this project. Each feature has its own testing protocol that is run to verify the functionality. Client #1 and #2 are clients setup for testing Multiplayer Convergence. Any two different accounts can be used. The other features only need one client for testing. Those do not state a starting point, as the starting point is assumed to be the Lobby as it was through the previous test. 

[bookmark: _Toc482969307]5.2.1 Multiplayer Convergence Testing Protocol

	Multiplayer Convergence

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	M01
	Select host MC
	Starting Point: Lobby, Client #1
1. Select Mini-Games, Multiplayer
2. Select Multiplayer Convergence
3. Select Host Convergence
4. Enter some parameters value to test, but keep number of players at 2
5. Press Enter
	MC appears in Game Room with parameters as specified and a Quit button. This player is the game host.
	PASS

	M02
	Select player MC
	Starting Point: Lobby, Client #2
1.Select Mini-Games, Multiplayer 
2. Select Multiplayer Convergence
3. Press Join for previously setup game
	Both clients enter Multiplayer Convergence
	PASS

	M03
	Test Accept
	Starting Point: Client #1
1. Move a specie slider
2. Press Accept button
	Accept button should change to Entered and gong should sound
	PASS

	M04
	Test Preview
	Starting Point: Client #2
1. Move a specie slider
2. Press Preview button
	Left graph should change to show update. 
	PASS






	Multiplayer Convergence (cont.)

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	M05
	Test round player
	Starting Point: Client #2
1. Move another slider
2. Press Accept button
	After some time both clients should show winner and loser and have audio update
	PASS

	M06
	Play a few rounds
	Play a few rounds as shown above
	Winner and loser should be announced each round and game updated
	PASS

	M07
	Test Winners
	Starting Point: Client #1
1. Press Winners button
2. After result verification press Close
	The round winners should be shown
	PASS

	M08
	Test Progress
	Starting Point: Client #2
1. Press Progress button
2. After result verification press Close
	A stacked bar chart with player results should be shown
	PASS

	M09
	Test initial prior attempts
	Starting Point: Client #1
1. Press Initial button to the right of “Reset to:”
	Two graphs should return to initial display at game beginning
	PASS

	M10
	Test later prior attempts
	Starting Point: Client #2
1. Press a prior attempts button with a number on it to the right of “Reset to:”
	Two graphs should return to show the results of that attempt
	PASS

	M11
	Test opponent progress
	Starting Point: Lobby, Client #1
1. Press button with Client #2 name near the upper right corner
	Opponent’s progress chart should be shown in the middle
	PASS

	M12
	Test final scores
	1. Complete game through the last round for both clients
	Final score summary should appear
	PASS

	M13
	Test Return to Lobby
	1. Press Return to Lobby button near top right of screen
	Lobby screen should appear
	PASS

	M14
	Test Logout
	1. Press Logout near bottom left
	Login screen should appear
	PASS





[bookmark: _Toc482969308]5.2.2 Ecosystem Graph Testing Protocol

	Ecosystem Graph

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	G01
	Test view graph
	1. Press Graph button
	Ecosystem progress graph appears
	PASS

	G02
	Test pan function
	1. Mouse over slider at bottom left of Graph. Click and hold down.
2. Drag slider all the way to the right
	Ecosystem data sweeps across to current day
	PASS

	G03
	Test Zoom Out once
	1. Drag slider back to left side
2. Press Zoom Out once. Be sure mouse is not near slider track
	Data should appear with 2 days between each horizontal tick
	PASS

	G04
	Test Zoom Out full
	1. Repeatedly press Zoom Out until display does not change. Be sure mouse is not near slider track
	All days of data should be visible. 
	PASS

	G05
	Test Zoom In once
	1. Press Zoom In once. Be sure mouse is not near slider track
	Data should appear with 2X zoom in from previous view
	PASS

	G06
	Test Zoom In full
	1. Repeatedly press Zoom In until display does not change. Be sure mouse is not near slider track
	Data should appear with 1 day between each horizontal tick
	PASS

	G07
	Test Close
	1. Press Close button
	Graph should disappear
	PASS




[bookmark: _Toc482969309]5.2.3 Shop Purchase Testing Protocol

	Shop Purchase

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	P01
	Test shop purchase panels
	1. Press Purchase in Shop block
	Shop purchase three panels should appear
	PASS

	P02
	Test specie select
	1. Single click on a specie card
	Specie information should appear in bottom panel and other species are colored according to prey / predator relationship
	PASS

	P03
	Test specie purchase modal appearance
	1. Double click another specie card
	Purchase modal should appear
	PASS



	Shop Purchase (cont.)

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	P04
	Test specie purchase modal operation
	1. Enter biomass quantity
2. Press modal Purchase button
	Cost should update interactively as numbers are typed and item should be entered into cart on the right side
	PASS

	P05
	Test repeated operation
	1. Repeat P04 for a few more species
	P04 results should be repeated
	PASS

	P06
	Test purchase operation
	1. Press Purchase button at the bottom of the cart
	Purchase complete modal should appear with new credit balance
	PASS

	P07
	Verify purchase operation
	1. Checked shop owned to verify species & biomass values are updated
	Species and biomass values should reflect purchase operation
	PASS




[bookmark: _Toc482969310]5.2.4 Shop Owned Testing Protocol

	Shop Owned

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	S01
	Test shop owned panel
	1. Press Owned in Shop block
	Shop owned panel should appear
	PASS

	S02
	Test vertical scrolling
	1. Mouse inside panel on right side. Vertical slider should appear. 
2. Click and hold slider. Drag up and down.
	Species by Trophic level should be viewable
	PASS

	S03
	Test horizontal scrolling
	1. Mouse underneath row of specie cards that extends beyond right side. Horizontal slider should appear.
2. Click and hold slider. Drag right and left. 
	Species within one Trophic level should be viewable
	PASS

	S04
	Test food web
	1. Press Details button on one specie card
	Food web of cards should appear. The predators should appear on the left and prey on the right
	PASS





	Shop Owned (cont.)

	Test
ID
	Test Description
	Test Steps
	Expected Result
	PASS
/FAIL

	S05
	Test food web close
	1. Press Close button in middle of food web
	Food web cards should disappear but shop owned panel should remain
	PASS

	S06
	Test shop owned close
	1. Press vertical button in the middle to the right of the shop owned panel
	Shop owned panel should disappear
	PASS





[bookmark: _Toc482969311]5.3 Major Accomplishments

	The major accomplishments of this project have been covered in this document. They are summarized below. 

1. Developed Multiplayer Convergence Game
	Multiplayer Convergence adds increased interest and fun to a very educational game. This game was developed using the Convergence game as a starting point and contains many new features. There have been internal trials and testing for more than a year, and many features have been added. 

2. Implemented automatic periodic ecosystem simulation
	Automatic periodic ecosystem simulation is fundamental to the World of Balance concept. A chief goal of World of Balance is to teach ecosystem ecology in a fun way. The teaching is greatly enhanced for students as they see their own personal ecosystem progress over time. As a result of this progression they are able to make changes to their ecosystem by purchasing additional specie biomass. Afterward, they can see the result of these purchases and learn more about ecology and ecosystem dynamics. The core of this process is the automatic periodic ecosystem simulation that was added in this project. The capability existed in an earlier version of World of Balance. However, the code could not be found and so it was done newly for this project. 

3. Connected Lobby functions to server & enhanced functionality
	The Lobby has several very important features that assist the player in obtaining the maximum benefit from the World of Balance environment. However, many of those features were not enabled for the players. They were not connected to the database, so the player’s data was not seen, rendering those features basically useless for the player. To help World of Balance reach its full potential as a learning environment, these features were connected to the database and enhanced in this project. 

4. Updated and enhanced WoB website
	The World of Balance website can be found at this URL:  http://smurf.sfsu.edu/~wob/ . The website is basically the “face” of World of Balance to academia and the world. It is what people see first when they come in contact with World of Balance. It gives people their first impression of World of Balance. Therefore, it is important that the website is of high quality and also up to date and accurate. Accomplishing these objectives was also a goal of this project. 



[bookmark: _Toc482969312]Chapter 6: Conclusion
	
	The objective of the World of Balance (WoB) environment is to advance science education through Gamification. The goal of this MS project is to further advance WoB. The goal here is to document the work done in this project so that future students will be able to more quickly understand this work and it advance it further. 
	The Multiplayer Convergence game is now ready for trials beyond the WoB team. The Lobby is also ready and the other mini-games have been checked to confirm that they are ready for game trial. The feedback obtained from those trials can be implemented to further the games. Every game will benefit from player trial with the resulting feedback being used to improve the games. 
	This project implemented periodic ecosystem simulations again. This will allow players to develop ecosystems and see how they progress over time. This will help the students learn more about what a world in balance means. The website has been made current. This will help students learn about the WoB environment so that they can obtain the maximum benefit.
	The activities of this project together help forward World of Balance. Through this, science education and science itself is forwarded through the enjoyable process of Gamification. 


[bookmark: _Toc482969313]6.1 Learning

	The following are the major areas of learning in this project. There were many other areas of learning of lesser degree than those listed here. 

1. Client-Server Game Architecture
	Client-Server architecture was studied and applied to a minor degree before this project. However, it was learned and applied to a great degree in this project. Network games utilize the Client-Server architecture approach. Some examples includes how the server receives player information, computes results and returns those to the player client. Also, how other players are updated from the server processing of another player’s activity. The World of Balance is a very large code-package worked on by many students for a number of years. Many parts of this code-package had to be involved in completing the tasks of this project. 

2. Network Protocols
	Network Protocols were a big area of learning from this project. More than 10 new protocols were developed and others were enhanced or fixed. Many changes were done to the server to support the new Multiplayer Convergence game or fix or enhance other aspects of the World of Balance system. World of Balance sends both ASCII (strings) and binary (numbers) data across the network. Also, the environment is setup to allow the client to listen for server messages in addition to the sending the server a message and providing a callback for a response. Many different aspects of networking were utilized on this project. 


3. Ecosystem and Ecosystem Simulation basics
	World of Balance employs some state-of-the-art concepts and methods for ecosystem simulation. Dr. Yoon works with other researchers in this field to stay current on this developing field. Also, her department has published multiple papers at reputable conferences. So, the World of Balance ATN simulation engine is advanced and current. Therefore, working on this project gave exposure to ecosystem and ecosystem simulation. These topics were not a primary focus of this project so the understanding gained can only be classified as “basic”.


4. Unity GUI Framework (2D)
	This version of World of Balance was built upon the Unity game engine. Unity is a 3D game engine and some World of Balance games, like Clash of Species, utilizes the 3D capabilities. However, none of the activities of this project involved 3D graphics. Rather, this project made extensive use of the Unity 2D capabilities which can be seen by viewing the many images included in this report. The approach of Unity 2D has noteworthy overlap with Android graphics with which the student has experience. This project helped to build 2D graphics understanding. 

5. Large scale programming
	The World of Balance project is certainly a large scale programming project with many thousands of lines of code. There are about 900 program files in the whole World of Balance package. This project required contact with many diverse program files in World of Balance because the project tasks were very diverse. Also, many lines of code had to be written to accomplish all of the project objectives because of the complex features that were added. 

6. Usefulness of documentation that explains code operation
	Dr. Yoon has collected a good library of World of Balance documentation and related documentation over the years. This documentation was read in preparation for and to aid in the completion of tasks for this project. The documentation was very helpful and had the side benefit of increasing knowledge. 
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Game.networkManager. Listen (
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Game..networkianager. Listen (
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public void ProcessSpeciesCreate (NetworkResponse response)

{

ResponseSpeciesCreate args = response as ResponseSpeciesCreate;
SpeciesData species = null;

if (SpeciesTable.speciesList.Containskey (args.species_id)) {
species = SpeciesTable.specieslist [args.species_id];

i

if (species == null) {
Debug. LogError ("Failed to create Species #” + args.species i
return;

i

Createspecies (args.group_id, args.biomass, args.name, species, true);
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public void CreateSpecies (int group_id, int biomass, string name, SpeciesData sdata)

{

Species species = new Species();
species.species_id = sdata.species_id;
species.name = name;

species.organism_type = sdata.organism_type;
species.biomass = biomass;

GameObject organism = species.CreateAninal ();

Dictionary<int, GameObject> zonelist = null;
if (GameObject.Find ("Local Object”)) {
if (GameObject.Find ("Local Object”).GetComponent<EcosystemController> () {
zoneList = GameObject.Find ("Local Object”).GetComponent<EcosystenController> ().zonelist;
i
1
if (zonelist != null) {
int zone_id = new List<int> (zonelist.Keys) [UnityEngine.Random.Range (9, zonelist.Count)];

organism. transform. position = zoneList [zone_id].transform.position + new Vector3 (2, 9, 0);
/7 organismSave. transform. position = zoneList [zone_id].transform.position + new Vector3 (-1000, 0, -1000);
i
Specieslist [species.species_id] = species;
if (sLSaveFlag) {
specieslistSave [species.species_id] = species;

i

if (zonelist = null) {
GameObject.Find ("Global Object”).GetComponent<Ecosystenscore> ().Calculate ();

i
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public GameObject CreateAnimal() {

Vector3 position = new Vector3(xIdx * step, @, zldx * step);

UpdateTdx ()

GaneObject organism = CreateOrganism(position);

organism. transform. localScale *= 0.507;  // scaled to fit on one tile

organism. transform. localscale *= 1.257;  // default

iF (speciesList.Count == 0) {
organism.name = nane + *

} else {
‘organism. GetComponent<AT> (). alphal eader
organism.name = name + *_" + species_id;

(Alpha)_" + species_id;

speciestist[0];

i

speciesList.Add(organism);
WorldController. specieslocCurrent = false;

return organism;
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public static void Updateldx() {

7/ Debug.Log ("Specie:

UpdoteTdn(), 2Tz 4 xldx + " " 4 210);

XIdx = (xIdx + 1) % idxlax;
i (xIdx == 0) {

i

dx = (zdx + 1) % idwlax;
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int columnldeal = 21:
int rowBest, columnBest;
int playerld = plaver.gecID();
vorld id = WorldController.getInstance().first().gesID():
ArzayList<Integer> plaverlds = EcosystemDRO.getPlayerlds(vorld id);
List<Zone> zomeList:
List<Species> specieslist;
Arraylist<Integer> specieslds;
Ecosystem eco:
ZLobby lobbyl = LebbyController.getInstance() .get(0):
for (imt i 1< playerlds.size(): i+4) {

int player_id = playerIds.get(i);

if (playeria == player_ia)

continue;

i
zoneList = WorldZoneDRO.getZoneList(vorld id, player_id)
n("PL

zouBest
columnBest = -1,
for (imt 3 = 0; 3 < zomeList.size(): 3+4) {
int row = zonelist.get (3).getRow();
int column = zoneList.get (3) .getColumn():
if (Math.abs(zow - rowldeal) < Math.abs(rowBest - rowldeal)) {
zowBest = row;
columnBest
} else if (Math.abs(row - rowldeal) == Math.abs(rowBest - rowldeal)) {
if (Math.abs(column - columnldeal) < Math.abs(columnBest - columnldeal)) {
zouBest = zow:
columnBest = column;

column
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183 public void ProcessSpeciesInfo (NetworkResponse response)
108

105 ResponseSpeciesInfo args = response as ResponseSpeciesInfo;
106 7/ Debug.Log (“GameState, ProcessSpeciesInfo: received message”);
107 7/ Debug.Log (“ZoneX, ZoneY = " + args.zoneX + " " + args.zoneY);
108 Listcin> tlist = args.speciesIds;

169 // Debug.Log ("Species id count = " + tList.Count);

110 Sppata sppata = null;

11 SpData spData2;

112 For (int idx = 0 idx < spDatas.Count; idxtt) {

113 spData2 = spDatas [idx];

114 if ((spData2.zoneX == args.zoneX) & (spData2.zoneY == args.zoneY)) {
115 spData = spData2;

116 break;

17 }

118 }

119 if (sppata == null) {

120 spData = new Sppata();

121 SpData.zoneX = args.zoneX;

122 SpData.zoneY = args.zoneY;

123 spData.spIds = new Listcint>();

124 spDatas.Add(spData);

125 }

126

127 For (int idx = 0 idx < tList.Count; idxtt) {

128 7/ Debug.Log(tList [idx]);

129 Boolean addFlag = true;

130 For (int idxL = 0 idxL < spData.spIds.Count; idxl++) {

131 if (spData.spIds [1dxL] == tlist [idx]) {

132 addFlag = false;

133 break;

134 }

135 }

136 if (addFlag) {

137 spData.spIds.Add(tlist [1idx]);

138 Species.otherSpecie (args.zoneX, args.zoneY, tlist [idx]);
139 }

140 }

@}
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public static void otherSpecie(int zoneX, int zoneY, int speciesId) {

String name = SpeciesTable.specieslist [speciesId].name;
int XOFF = zoneXLocs[zoneX, zoneY];
int yOFF = zoneYlocs[zoneX, zoneY];
UpdateOther (zoneX, zone¥);
loat baseX = (zoneY - 20) * 13.857 + (zoneX % 2 == 0 2 7 1 ) - 13
loat baseZ = (zoneX - 12) * -11.95F + 3.5
GameObject organism = Instantiate(Resources.Load("Prefabs/Dummy”)) as GameObject;
organism. transform. position =
new Vector3 (baseX + xOFF * step, 0, baseZ + yOFf * step);
organism. transform. FindChild("0uad" ) . GetComponent<Renderer> () .material mainTexture =
Resources. Load(Constants. TEXTURE_RESOURCES_PATH + "Species/” + name) as Texture;
organism. transform. localscale *= 0.507;  // scaled to fit on one tile
organism. transform. localscale *= 1.257;  // default
5F (name.Equals("Acacia)) {
organism. transform. localscale *= 1.75%;
organism. transform. localscale *= 0.507;  // scaled to Fit on one tile

T
otherspecies. Add(organism) ;
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public static void UpdateOther(int zoneX, int zoneY) {
int xIdx = (zoneXLocs [zoneX, zonev] + 1) % idwlax;
zoneXLocs [zoneX, zoneY] = xIdx;
i (xIdx == 0) {

i

zonevlocs [zoneX, zonev] = (zoneviocs [zoneX, zonev] + 1) % idwlax;
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void GetData() {
isReady = false;
biomassvalues = new Dictionary<int,int> ();
speciesIds = new Listcint> ();
biomassHistory = new ListDictionary<int,int>> ();
minDay = 1000000;
mintionth = NUM_YEARS * 12;
maxtionth = 0;

if (File.Exists (fileName)) {
int spId, ent = 0;
Listcint> tlist;
Dictionary<int,int> tDict;
string inline;
using(StreamReader sr

{

new StreamReader (fileName))

inline = sr.Readline();
aDay = Int32.Parse(inLine);
maxDay = aDay;

while (1sr.EndofStrean) {
inLine = sr.ReadLine();
it ~ new Dictionary<int,int> ()3
bufLine - inLine;
5p1d - Nextvalue ()]
cnt = Nextvalue ()5
minDay - Hath.Min (ninday, abay - cnt + 1);
for (int ddx - 63 idx < nts idxe) {
int val = Nextvalue ()
tDict.add ((aDay - cnt + 1) + idx, val);

i
SpeciesIds.Add (spId);
biomassHistory.Add (tDict);
i
sr.Close ()

UpdateData ();




image105.png
841 }else {

8a2 aDay
8a3 3

saa Game. networkiianager..Send(SpeciesActionProtocal . Prepare( (short) §), processDayInfo);

a5}

845

847 public void processDayInfo(NietworkResponse response)

s {

849 ResponseSpeciesiction args = response as ResponseSpeciesAction;

as0 <Day = args.cay;

as1 Day = args.fDay;

as2 1Day = args. 10ay;

as3 maxDay = cbay;

asa int action = 23

ass Game.networkitanager.Send (SpaciesActionProtocol.Prepare ((short) action), ProcessSpeciesaction);
a6}

as7

85 public void ProcessSpeciesiction (NetworkResponse response)

s {

a60 ResponseSpeciesiction args = response as ResponseSpeciesAction;

a61 int action = args.action;

a62 int status = args.status;

a6 iF ((action 1= 2) || (status 1= 2)) {

s60 Debug.Log (*Graph: ResponseSpeciesAction unexpacted result2");

a6s Debug.Log (“action, status = * + action + * " + status);

a6s 3

867 Dictionary<int, int> specieslist = args.speciesList;

a6 speciesCount = speciesList.Count + 13 // Add 1 for Environment score

869 int action2 = 7;

a70 foreach (KeyValuePair<int, int> entry in specieslist) {

a71 bionassValues.Add (entry.Key, entry.Value);

&72 Game. networkitanager Send (SpeciesActionProtocol.Prepare ((short) action2, entry.Key, aDay), ProcessSpeciesHistory);
&7 3

a7a Game.networkilanager.Send (SpeciesActionProtocol.Prepare ((short) action2, -1, abay), ProcessSpeciesistory);
&7 bionassValues.Add (-1, GameState.envScore);

a7 iF (speciesCount == 0) {

&77 UpdateData ();

a7 3

579}
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public void ProcessSpeciesHistory (NetworkResponse response)

{

Listcint> keys = new Listcint> ()5
Listcint> keyss = new Listcint> ()3

Listcint> valuesF;

int idx;

Dictionary<int, int> values = new Dictionary<int, int> ();
Dictionary<int, int> valuess;

ResponseSpeciesAction args = response as ResponseSpeciesAction;
int action = args.action;
int status = args.status;
int species_id = args. species_id;
if ((action != 7) || (status 1= 0)) {
Debug.Log (*Graph: ResponseSpeciesAction unexpected result7").
Debug.Log (“action, status =  + action + * * + status);

1

Dictionary<int, int> specieslist

int spitin = 100000000;

if ((aDay > ©) 88 (fSp.Containskey (species_id))) {
spitin = aDay;

rgs.specieshistorylist;

i

Foreach (KeyValuePair<int, int> entry in speciesList) {
Spiin = Mathf.Min (spilin, entry.Key);
keys.Add (entry.Key);
values.Add (entry.Key, entry.Value);
1
For (int i = spMin; i <= maxDay; i+#) {
if (Ikeys.Contains (1)) {
keys.Add (1);
values.Add (i, 0);
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if ((aDay > ) 8& (fsp.Containskey(species_id))) {
Valuese - fsp [species_id];
For (idx = 03 ddx < valuesr.Count; iders) {
keys.Add (Day - 1 - id);
values.add (sDay - 1 - ide, valuesr [idx]);
b
3
keys.Sort ()3
int size - keys.Count;
inc[] day - new inc[size];
inc[] dayvalve = new inc[sizel;
day (0] - keys [size - 1];
dayvalue [0] - biomassvalues [species id];
For (ide - 13 ddx < size; idwe) {
day [ide] - keys [size - idx - 115
dayvalue [idx] - dayvalue [idx - 1] - values [keys[size - idu]l;

i

if (day [size - 1] < minday) {
minDay = day [size - 1];

values = new Dictionary<int, int> ();
For (idx = 05 idx < size; idxtt) {

values.Add (day[idx], dayValue [idx]);
i
SpeciesIds.Add(species_id);
o0g (“values.Count = * + values.Count);
biomassHistory.Add(values);

@) {
Debug.Log ("Graph: Processed last species history
writeFile ();

UpdateData ();
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965  void WriteFile() {

268 string outline;
967 Dictionary<int,int> sDict;

= using (Streamiriter fs = new Streamiriter (fileName, false)) {
969 Fs.riteLine ("' + cDay);

570 For (int idx = 0; idx < speciesIds.Count; idxtt) {

971 sDict = biomassHistory[idx];

972 outLine + speciesIds [idx] + *," + sDict.Count;
973 For (int idx2 = 0 idx2 <= cDay; idx2+t) {

974 if (sDict.Containskey(idx2)) {

975 outLine += (*," + sDict[idx2]);

976 }

977 }

978 Fs.uriteLine (outLine);

979 }

80 Fs.Close();

281 }

w2}

o83

%84

985 int Nextvalue() {

86 int idxl = bufline.Index0f (',

287 i (idx == 1) {

e return Int32.Parse (bufline);

989 }

590 String val = bufline.Substring (9, idx1);

991 bufLine = bufLine.Substring (idxl + 1);

992 return Int32.Parse (val);

%3}

994}
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private void InitializeBarGraph () {

i

if (barGraph == null) {
barGraph = gameObject.AddComponent<BarGraph> ().GetComponent<BarGraph> ()i
barGraph. setOppGraph (false);

//first object must be target, then default
barGraph. InputToCSVObject (ecosystemList [ecosystem_idx].csv_target_string, manager);
barGraph. InputToCSVobject (ecosystemList [ecosystem idx].csv_default_string, manager);

1

barGraph. setOppGraph (false);

oppGraph = false;

private void GenerateBarGraph ()

{

if (barGraph == null) {
barGraph = gameObject.AddComponent<BarGraph> ().GetComponent<BarGraph> ()i
barGraph. setOppGraph (false);

//first object must be target, then default
barGraph. InputToCSVObject (ecosystemList [ecosystem_idx].csv_target_string, manager);
barGraph. InputToCSVobject (ecosystemList [ecosystem idx].csv_default_string, manager);

//followed by all of the player's prior attempts
For (int i = 0; i < attemptCount; i+t) {
barGraph. InputToCSVobject (attemptlist [1].csv_string, manager);
i
1
barGraph.setOpperaph (false); // This graph is for the player
oppGraph = false;
barGraph.SetActive (true);
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159 void MakeWindow (int id)

ol
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R omties 05

)
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R Lot (e Rect (vindonect ideh - 550) / 2, 0, 550, 20), titlez, style);
Y et

o riLaben (e Rect ((vindowect ideh - 550) / 2, 0, 00, 20, title, style);
)

1/ vebug.og (“55: apptane = * + apprame);

b 7} oo e

oravarid (graphRect);

et s

£ (toppsraph)

s oot 05

1/ oo tegen

186 iF (isLegendactive 88 loppGraph) {
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// For player graph
if ((seriesSets.Count > @) & loppGraph) {
//draw default vs target
Seriesset seriesSet = seriesSets [0];
Drawseriesset (seriesset, 0);
Vector2 vi = new Vector2 (

seriesset.rect.x + bariidth + (interBariidth / 2),

seriesSet.rect.y
)5
Vector2 v2 = new Vector2 (
vix,

seriesset.rect.y - yAxislength

)5

//separate default from player attempts with a Line
Drawing.Drawline (v1, v2, color, thickness, false);

//draw attempts vs target
For (int series

seriesset = seriesSets [sliderValue + series];

Drawseriesset (seriesset, series);
i
} else if ((oppScores [0]
// Debug.Log ("8G: Drawing oppGraph);
For (int i =0 i< 55 i) {
if (oppScores [1] != -1) {
// Debug.Log ("8G: i/oppScore:
DrawoppBar (oppScores [i], 1);

-1) &8 opperaph) {

+

+

5 series < Mathf.Min (perPage, seriesSets.Count);

+ oppscores [i]);

seriestt) {
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public void setOppGraph(bool oppGraph) {

this.oppGraph - opparaph;
£ (opparaph) {

width = 548, // was 900 with Legend. DH 2016-11-4 was 630 before shrink

height = 300; // DH 2016-11-4 was 400 before shrink
barkidth = 35;
top = 1005
left = (screen.width - width) / 2;
windowRect = new Rect (left, top, width, height);
graphRect = new Rect (20, 30, 500, 225);
redoswake ();

} else {

width = 540, // was 900 with Legend. DH 2016-11-4 was 630 before shrink

height = 300; // DH 2016-11-4 was 400 before shrink
barkidth = 355

top = Screen.height - height - bottotargin;

1eft = Screen.width - width - bufferBorder;
windowRect = new Rect (left, top, width, height);

graphRect = new Rect (20, 30, 500, 225); // DH 2016-11-4 was 650, 325 before

redoawake ();

shrink
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// Higher score is better

/7 previous method.

// Method returns the improvement from the most recent round

// improvement = Latest score - Max(all previous scores)

// Presently, the smaller score is better

public int Improvement() {
// sept 2016 play session: It was decided to use the closest delta to the target as the score
// The player with smallest delta to the target score, that is, score[numscores-1] is smallest, wins the round
// The smallest negative number is the best
int numScores = scores.Count;
return @ - scores [numScores - 115

// The algorithm below returns a score based upon the improvement from the best previous score
// It was decided not to use that algorithm for now
if (numScores < 2) {
return 0;
1

int minvalue = scores[o];
For (int i = 15 i < (numScores - 1); i+#) {
if (scores[i] < minvalue)
minValue = scores[i];
T

Feturn minvalue - scores[numScores - 1];
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string costline = "";
if (species.biomassServer == -1) {
int action = 3;

Gane. networkianager. Send (SpeciesictionProtocel.Prepare ((short) action, (short) 1, species.species_id), Processspeciesaction);

species.biomassServer

} else if (species.biomassserver > -1) {
costline = "c/b: " + species.cost / species.biomassserver +
costline = costline.Substring (9, 11);

i

GUI.Label(new Rect(@, 80, 80, 30), costLine, style);
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public void ProcessSpeciesAction (NetworkResponse response)
{
ResponseSpeciesAction args = response as ResponseSpeciesAction;
int action = args.action;
int status = args.status;
if ((action 1= 3) || (status != 0)) {
Debug.Log (*ResponseSpeciesaction unexpected result”);
Debug.Log (“action, status =  + action + * * + status);

i

SpeciesData speciesData = SpeciesTable.specieslist [args.species_id];
speciesData.cost = args.cost;

SpeciesData.biomassServer = args.biomassServer;

itemlist [args.index].cost = args.cost;

itemlist [args.index].biomassServer = args.biomassServer;

// Debug.Log ("ResponseSpeciesAction, id/c/b/index: "

Va + args.species_id + " " + args.cost + " " + args.bionassServer +

+ args.

Lindex);
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169 creditsRemaining = Mathf.Max (@, GameState.player.credits - cartSum);

170
71 GUI.BeginscrollView(new Rect(550, 70, 200, 60), scrollPosition, new Rect(d, 0, 200, 60));

172

173 GUI.Box(new Rect(d, 0, 200, 60),

173

175 GUIStyle stylel = new GUIStyle(GUI.skin.label);

176 stylel.alignment = TextAnchor.UpperLeft;

177

178 GUI.color = Color.uhite;

179

180 if (1showpurchaseComplete) {

181 GUI.Label(new Rect(10, 20, 180, 30), "+ creditsRemaining, stylel);

182 }

183

184 GUI.EndScrollvien();

185

186 if (showpurchase) {

187 GUI.Window (Constants.SHOP_PURCHASE_POPUP, purchaseRect, MakePurchaseliindow, “Purchase”, GUIStyle.none);
188 }

189
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if ((GUI.Button(new Rect(630, 550, 70, 30),

Purchase”, style)) 8 (cartList.Count

) & !showPurchaseComplete) {

‘Game. networkManager . Send(ShopAct ionProtocol  Prepare(9, cartList, cartsum), ResponseShopAction);

int group_id = 0;

// Adds species/bionass to your in memory ecosystem
Foreach (KeyValuePair<int, int> entry in cartlist) {
gs.Purchasespecies (group_id, entry.Key, entry.Value);

Debug. Log(

+ entry.Key +

+ entry.Value);
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22 @override

@0 public void parse (DatalnputStream datalnput) chrows IOException {
2 action = DataReader.readSnort (datalnput

25 int size = DataReader.readShort(datalnput)

2 totalCost = DataReader.readInt(datalnput):

21 Log.printin("RequestShopAction: action/size + action + 7 7+ size):
2

29 for (int i 1< size; 1+4) {

30 int item id = DataReader.readInt(datalnput

51 int amount = DataReader.readInt (datalnput) ;

52 Log.println("" + item id + " " + amount);

33

38 itemlisc.put(item id, amount);

35 i

36) i

37

38 Goverrie

en public void process() throws Exception

20 World world = client.getPlayer().getWorld():

a1

a2 if (world != null) {

3 ResponseShopAction response = new ResponseShopAction(

a1 response. setAction ((short) 0)

15 int newCredits = world.createShopOrder (itemlist, client.getPlayer(), totalCost):
15/ Log.println("RequestSnophction: newCredits + newCredits)
a7

e if (newCredits > -1) {

19 response. secstatus (0

s0 response.setNewCredits (newCredits) ;

51 b else ¢

s2 response. secstatus (1

53 i

s

s5 client.add(response) ;

s6 3
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public int createShopOrder (Map<Integer, Integer> itemlist, Player player, int totalCost) {
Log.printin("Player (" + player.getName() + "] is requesting for a shop prder.
int newCredits;

D se
for (int item id : itemlist.keySec())
SpeciesType species = ServerResources.getSpeciesTable() .getSpecies (item id);
if (species 1= null) {
int biomass = itemlist.get (item id
) else ¢
Log.println("Error: Could not find item id");
return -

)
if (sotalCost > player.getCredits())
totalCost = player.getCredits();
)
if (GameResources.useCredits(player, totalCost)) {
int toralBiomass = 0:
itemList.keySec()) {
SpeciesType species = ServerResources.getSpeciesTable() .getSpecies (item id);

for (int item id

if (species != null) {
totalBiomass += itemlist.get (item id);

for (int item id : itemlist.keySec()) {
int amount = itemList.get (item id):

if (shopList.containsRey(item id)) (
amount += shopList.get (item_id)

i
shopList.put (item id, amount);
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// This is used to update the memory species List when you buy from ShopCartPanel
public void PurchaseSpecies (int group_id, int species_id, int biomass) {
if (speciesList.Containskey (species_id)) {
specieslist [species_id].biomass += biomass;
specieslistSave [species_id].biomass += biomass;
} else {
SpeciesData speciesData = new SpeciesData (species_id);
speciesData.organism_type = SpeciesTable.speciesList[species_id].organism_type;
string name = SpeciesTable.specieslist [species_id].name;
Createspecies (group_id, biomass, name, speciesData, true);
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//Factory method for creating new Database component with specified mode
public static Database NewDatabase (GameObject gameObject, int mode, ConvergeManager manager)

{

Database thisobj = gameObject.AddComponent<Database> ().GetComponent<Database> ();
//calls Start() on the object and initializes it.

thisobj.mode = mode;

thisOb.manager = manager;

if (mode == Constants.MODE_OKNED) {
int action = 2;
Game.networkManager. Send (SpeciesActionProtocol.Prepare ((short) action), thisobj.ProcessSpeciesaction);

i

return thisobj;
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98  public void ProcessSpeciesAction (NetworkResponse response)

9 {
100 ResponseSpeciesAction args = response as ResponseSpeciesAction;

101 int action = args.action;

102 int status = args.status;

103 if ((action 1= 2) || (status != 0)) {

104 Debug.Log (*ResponseSpeciesAction unexpected result”);

105 Debug.Log (“action, status =  + action + * * + status);

106 3

107 ownedSpeciesList = args.specieslist;

108 Debug.Log (“Database, ProcessSpecicsAction, size = * + ownedSpeciesList.Count);
109 ’

10 foreach (KeyValuepair<int, int> entry in ownedSpeciestist) {

111 Debug.Log ("k,v = " + entry.Key + * * + entry.Value);

12 3

13 7

14 Refresh ();

1s SetActive (true,

s}
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public void Draw(int biomass) {
this.biomass = biomass;
Draw ()3
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Color.green;

GUI.DrawTexture(new Rect(imageRect.x, 130, imageRect.width, 10), imgTexture);

GUI.color = Color.uhite;
} else {

GUL.BeginGroup(new Rect((rect.width - nameWidth) / 2, 120, nameWidth, 30));

GUI.Label(new Rect(d, 0, namelidth, 24),
GUI.EndGroup();

Biomass

+ biomass, style);
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foreach (int species_id in card.species.preylist.Keys) {

SpeciesData species = SpeciesTable.specieslist[species_id];

//for converge game, ignore prey not currently in ecosystem

if (mode == Constants.MODE_CONVERGE_GAME &2 !gs.speciesList.Containskey(species_id)) {
continue;

i

string name = manager.MatchSeriesiabel (species.name);
Texture2D image = Resources.Load<Texture2D> (Constants. IMAGE_RESOURCES_PATH + species.name);
Card temp = new Card(

species.name,

image,

species,

new Rect(card.x, card.y, 160, 200),

name == null ? Color.green : manager.seriesColors [name]

)i

tempList.Add(tenp) ;
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¢ Code Issues 0 Pull requests 2 Projects 0 Wiki Pulse Graphs.
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World of Balance

Wortd of Balance is an ecology simulation game project that has been in development for several years. It provides a
iferent, yet interesting approach to the way we analyze the changes of species population in an ecosystem, specificaly the
Serengeti ecosysten. The combination with game elements allows us to create a virtual ecosystem where users can interact
with the environment by introducing different species into the mix to see how it affects the current ecosystem.

Using complex algorithms, we are able to simulate to a high degree how the abundance of species can fluctuate based on the
given conditions such as the diversity of species and different parameters, which incluges metabolc rates, growth rates, and
many others.

Not only can we generate important data for research, we can also see the data visualy in real-time by using simple 30 models
to represent each species and folowing the size of the population that we see on our screen.

The ganing aspect is just as exciting as the research aspect where the goalof the game is for the user to manage and
maintain a healthy ecosystem using the available resources provided. Every player i given a set of starting species, where
the population can increase or decrease overtime. What makes ths part a itle tricky is requiring the player to interact vith,
this intial ecosystem by introducing new species into the playing field” to create an even more complex ecosystem.

The better the ecosyste, the more points rewarded. These points are compared against other payers to compete for the
highest possiie scare, which is equivalent to having the best maintained ecosyste.

For more information about the game, please explore the various sections of the website.

t0 g0 to our Getting Starting Guide.
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Guide: Getting Started

Introduction

Need help getting started? Look no further! But first, make sure you have latest version of the game, if not, youl need to
head over to the page. Prepare to wait 2 while for those who have a slower connection.

While its busy downloading, lets get started with a quick overview of the game.
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Other Player(s) Join Game

In the previous section we saw a player host a Multiplayer Convergence game. Presently, this host is waiting for other player(s)
to join her game. Any other player who is ontine at the time can click the Mini-Games' menu button which brings up the
dropdown menu. The player can then choose ‘Multiplayer’ and the screen below will appear. The player can click on the Multiplayer
Convergence tab and see the game waiting and availzble to be joined. The player can join the game by clicking the “Join' button.
Once all the players have joined then they are transitioned to game.

Who's Online? | Mini-Games Status
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How to Play Don't Eat Me!l
Watch Demonstration Video!

Introduction

Une some oter games on Workd o Balanos, Don't Eat Me s 2 singe player game. Thers s 50 option formulfslayer mode. The desig and inflence of Dor't Et e was
inspied by the popular and extemely fun ower defense gama Pant vs. Zombe’, but i 2 cue aducational anmal pin 0 1.

T gost o e game i 1 scueste iy on th relstonshp o resaunces 5nd sonsumars i he s kingdom. The player can chosss fom 3 St gro of s 3 g1y
spacies 1o counter against anemy predatrs. The gal 1o be able t aficintly choose he comret lnts 1o Suppor h comect pry 10 counter oncoming redaor enemie. Since
ach species has 2 et amount o bomass, stalagio game play s very important 2 1 notWaSt fesouces. Each suooessfulcounteing of the enemy pedatos wil eam the
Plyer 2 crecit ich can be usad for Workd of Balans Lobby:

Game Rules

Overview

Fradator i parodicaly Spaun St 7 Fght of e scrsn. Fredatos il ance 3 e et curng it On 3 redator rosses e ent Bosr, iy il s K.
Wihen the playerloses a e ives, the gam wilend.Evary pradator wil have 2 rference towards cartan pry. I he predatr ats the corectprey the predatorwil eave he
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‘Game Board
[Don't 3t e fsturs 3 56 te 1 Toe player can i sther pianis nd pry on e
oard. However pant must be placed st on the gaming g bfore any prey and be
Blaosd. Pants can be piaced on any unocoupied te - i the xcsption of hefast most igh)
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<h2>Game Rules</h2>
<h3>0verview</n3>

<p>Predators will periodically spawn at the right of the screen. Predators will advance a tile
left during their turn. Once a predator crosses the entire board, the player will lose a life.
When the player loses all three lives, the game will end. Every predator will have a preference
towards certain prey. If the predator eats the correct prey the predator will leave the board and
one credit will be awarded to the player. However, if the predator eats a plant or incorrect prey,
the predator will stay on the board and no credits will be awarded. Players will have to place
plants and prey on the board to satiate the predators’ hunger and earn as many credits as possible!

</p>
<ing align: "https://github.com/worldofbalance/wiki/blob/master/ ings/Donts20Eacs20Me/DEM_playScreen. pngorau=crue)
" wideh=n550 title="DEMGameGrid”
<h3>Game Boara</n3>
<o>

Don't Eat Me features a 9x5 tile grid. The player can place either plants and prey on the board.
However plants must be placed first on the gaming grid before any prey and be placed. Plants can
be placed on any unoccupied tile - with the exception of the last most right column. Prey
can only be placed when there is encugh biomass. Plants decide which tiles a prey can be placed on.
Each plant has a certain range of tiles that prey can be placed on (more information below).
Plants with more biomass will have a smaller title range for prey placement and plants with
less biomass has a larger range.
</p>
<h3>Turn System</h3>

<o>

Don't Eat Me features a turn based system. Turn's alternate between the player and the enemy predator spaning.
The player may only place plants or prey on the game board when it is their turn. When it is the predator’s
turn all predators that are currently on the game board will advance one tile to the left. Periodically
2 new predator will spawn at the end of the game board.

</p>

<h3>Bicmass Tiers</h3>
<ing align:
550" neign:

<o>

Don't Eat Me features a three-tiered biomass system. The first tier (T1) displays the current biomass
available to plants. T1 limits the amount of plants the player can place on the game board. If a plant
is placed on the board, the biomass of the plant is subtracted from the T1 total. If a plant is consumed
by a predator, the biomass is restored. The second tier (T2) displays the current biomass available to prey.
T2 limits the amount of prey the player can place on the board. Once a plant is placed on the board half of
the plant's biomass value is added to the T2 total. The T2 total starts off at zero to force players to
place a plant on the board first. If a prey is consumed by a predator that favors that prey, the biomass is
restored. The third tier (T3) displays the total predator biomass on the board. When a predator spawns, the
biomass of the predator is added to the T3 total. Once a predator eats the correct prey and leaves the board,
the biomass is subtracted from the T3 total.

</p>

rue" wide

<n3>Tooa Crsine/na>
<>
B Don't Eac Me implements a simplified food chain. While predators will eat any type of plant or prey, their hunger
P Las
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<!-- right column

<div class="col-sm-6">

<img class=ing-responsive’ sro=

-./images/mini_games/animalTypes.ipg™>

<small>Animal Card Types</small>

</div>

</divs < /oo

col-sm-12">

<h3>Game Setup</n3>

</div>
</div>

- =

erore they

o1, over

[che player is given 1

At the start of the Match, both players are given their individual Trees of Life and are automatically deal
randomly selected cards from their deck into their hand - only the player can see the cards in their hand b
are sumoned onto the plaving field. Also, both players Start the match with 1 Mana Point in their Mana Pol
the course of the game, the mana will be incremented, maxing Out at 9. AT the start of the player's turn,

additional Mana Point added to the current maximim and the Mana Pool is refilled. On the player's first tyl

o they nave 1 out of 1 mana,

the second turn they have 2 out of 2 mana, on the third turn they have 3 out of 3 mana, and so forth. The

[p1avers are also automatically

dealt a card into their hand at the start of their turn. <strong>You can only have up to S cards in your

[nand and 6 animals in the field at any given point in the game.</strong>

is left standing.

Players keep taking turns summoning animals, buffing their animals with food, or
manipulating the elements with Environmental Cards while also attacking their opponent until only one treel

</p>

<div clas.

zoun>
<div class="col-sm-12">
<hd>How to Summon Animals</h4>
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The Board, the Cards and Mana

Thik of the screen as a board on a table irectly n front of you. You have your deck and
hand on your right hand sk, your tree is you in the middie and your mana s on your ket

Highighted in the black bosx s the name and mage of the card that varies from card o card.
They can be either an animal,  plant, or an environmental effect. Each card type s
played in different ways and have different sirengths and weaknesses depending on the.
‘animal,plant or envionmental effect

Highighted in the red box on the lower left comner of the card i the Attack Points of the
card. The higher the Attacks poins, the more damage the card causes on the cards inthe.
field o tree directly. Opposte the Aftack Points is the Health Points, highighted by the
purple box, on the lower ight cormer of the card. The more Health Points your card has, the.
more attacks i can sustain n the playing fisd when s being attacked. Usualy, if the card
has a higher Iana Cost, the Atiack andior Health points are higher.

Wat, you cant just summon animals, plants or elements at your wil. You need Mana in
orderto do 0. I order to summon animals into the field, make the animals i the feld
stronger or summon the elements, you have to ook at your Mana Cost, or Level, of the:
card. Thisis ighighted by the blue box on the upper right corner of the card. The number
of Levels represents how much Hana has to be spent n a single tun i order to summon
this card into the fied or use tis card.

Explanation ofa Card.

our fana s represented by blue germs located fo the eftof your tree on the board. Think.
of Mana as you woukd money, you need money i order o "buy” animals or plants from your
hand and play them on the fied. To think having a it money can manipulate the elements
as wel.
Example of the Mana Bar, 5 out of  mans.
Only animals summoned onto the playing fiekd can be used 1o attack the opponent' Tree of
Life or the animals on your opponents playing fied. Also, ony cards i your ied can be
affected by your Food Card. However,be careful, when you summon your animals onto the:
e, the same applies to you,if your animals are n the field they can now be attacked.

‘One last thing, i you play a environment card, it affects both players.

Important: Summond animals are able o start attacking on the NEXT TURI. No animl s
allowed 0 attack on the same tur fs summoned? Also, each animal akeady active on the.
fel is only allowed to attack ONCE per turn!

Card Types
There are two types of cards. Animal Cards and Utity Cards.
Animal Cards

The color of the animal card s very signficant n the game -  represents the type of animal
you are dealing with! Red cards are Carnivore cards, green cards are Herbivore cards,
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Downloading and Installing World of Balance

Downloading the files

If you have a Windovss computer, you can to dovmload a zip file of the Windovis executable version of the game. After
dovinload, unzip the file and run the WoB_client_vin executable file in the folder. A folder of resources viill also be present after
the unzip. This folder must be kept in the same directory viith the executable.

If you have a different computer, to run World of Balance on your computer and join the fun and learning, ve suggest that you
follov’ the tvio step process described belov. This process can also be used for Windovis computers.

First, dovmload and install the Unity game client. The present client vias built using Version 5.3.5f1, but a nevier version should be
ok also. to dovmload the Unity game client.
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public static void main(Stringl[] args) {

Log.printf("World of Balance Lobby Server is starcing on port: 3d", Configuration.lobbyPortNumber)

ory ¢

server = new GameServer (Configuration.lobbyPortNumber, Constants.MAX CLIENT THREADS):

server.configure():

Log.println("WoE curzent day is " + SpeciesChangeListDRO.fetchDay())

MiniGameServers.getlnstance() .runServers () ;
world id = WorldController.getInstance().first().getID();

server.startEcosystenlpdate () ;

Log.println("Start Ecosystem periodic update!

server.run():
} catch (IOException ex)
TLog.printf_e("
} caten (ConfigureException ex) {
Log.printf_e(ex.getMessage())
} caven (Exceprion ex) {
TLog.println e("Server Crashed!
Log.println e(ex.getMessage ())

ailed to start server.

System.exit (0

Port %d is already in use",

Configuration. LobbyPortNumber) ;
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void startEcosystemUpdate() {

mCount

ecoUpdateTimer. schedule (new TimerTask() {

8

Goverrice

public void ran() {
nCount-—;

System.out.println("Hour (s) remaining until next simulation
if (mCount
mCount

0 ¢
getCyele () ;

LocalDateTime now = LocalDateTime.now():
System. out.printin("
ecosystenUpdate ()

System.out.println("Hour (s) remaining until next simulation

i
1000 * 30,

1000 * 60 * 60);

imulations starcing at

% nCount) 7

+ ace.format (now)) ;

+ nCount) 7
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274 O int getCyele() {

215 int count = ECC_UPDATE CYCLE DEFAUL
276 Properties prop = new Propercies();
- InputStream input = null
278 String sep = System.getProperty("file.separator”)
279 String filePath = "sro' + sep + "conf' + sep + "Simulation® + sep + "Gimer.propercies’;
220 ery ¢
281 input = new FileInputStream(filePath);
222 load a
283 prop. load (input)
221 scring cycle = prop.getPropercy("cycle
285
286 s
227 ‘eccUpdateCycle value read from timer.properties = " + cycle):
228 count = Integer.parseInt(cycle);
[ } catch (Exception ) {
230 Log.println e("Failed to read ecclpdateCycle from properties: " + e.£oSTring()):
201 y
292 zeturn count;

293 3
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private final static int ECC UPDATE CYCLE DEFAULT = 24;
private final static int ECC_UPDATE STAGGER = 1000 * 20

// Default update
/7 stagger ecosysy

s

11 ecosystems once per day,
em updates by 20 seconds

every 24 hours
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void ecosystemUpdate() {

Log.println("GameServer, ecosystemUpdate()"):
SpeciesChangelistDRO. setDay (SpeciesChangelistDAO. getDay() + 1
ArrayList<Integer> playerlds = EcosystemDRO.getPlayerlds(vorld id)
GameTimer ecoSinTimer = new GameTimer();
for (int i = 0; i < playerlds.size(); i+4) {

int player_id = playerIds.get(i);

ecoSinTimer.schedule (createEcosystenUpdateTask (player_id), ECC UPDATE STAGGER * 1);
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TimerTask createEcosystemUpdateTask (int player_id) {
TimerTask ecosystemUpdateTask = new TimerTask()

Goverrie
public void ran() {

Log.println("GaneServer: calling createEcosystemUpdateTask for player_id

Player player = PlayerDAO.getPlayer(player_id):

WorldController.enterforld (player, world id)
Ecosystem ecosystem = player.getEcosystem(

if (ecosystem 1= null) {

ecosysten. getGaneEngine () . forceSimalation (

b else ¢
Log.println("GameServer,

b
return ecosystemUpdateTask;

createEcosystenUpdateTas!

+ player_id);

: null ecosystem for plaver_id = " + player_id);
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hostEntryError = true;

if ((numPlayers < 2) || (numPlayers > 5)) {
nunPlayerss = "2 + nunPlayerss;

} else if ((numRounds < 5) || (numRounds > 50)) {
nunRoundsS = “2* + numRoundsS;

} else if ((timewindow < 30) || (timekindow > 150)) {
timebindows + timeWindows;

} else if ((betAmount < 10) || (betAmount > 200)) {
betAmounts = “2* + betAmounts;

} else if ((ecoliumber < 0) || (ecoliumber >= ecoCount)) {

ecoliumbers + ecollunbers;
} else {
enableHostEntry = false;
hostEntryError = false;

Game.networkilanager. Send (MCSetupProtocol.Prepare (Constants.MINIGAME_MULTI_CONVERGENCE, numPlayers, numRounds,
timeuindow, betAmount, ecollumber, allowsliders));
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public void parse (DatalnputStream datalnput) chrows IOException {

gamelID = DataReader.readInt(datalnput);

totalPlayers = DataReader.readShort (datalnput) ;

nunRounds = DataReader.readShort (datalnput) ;

secPerRound = DataReader.readShort (datalnput):

betint = DataReader.readSnort (datalnput);

ecolium = DataReader. readShort (datalnput)

nelps = DataReader.readShort (datalnput) ;

Goverrie
public void process() throws Exception {
GameRoom room;
room = GameRoomManager.getInstance () .createRoomWithClient (client);
zoom. setGameID (ganeID)
zoom.setTotalPlayers (zotalPlayers) ;
room. secNumRounds (nurRounds) ;
room. setSecPerRound (secPerRound) ;
room. setBetAnt (betAnt) ;
zoom. setEcollum (scoliim)
room. setHelps (nelps) ;

ResponselCSetup response = new ResponseMCSetup (
response.setStatus (room.isFull() ? (short)0 : (shore)l):
response.setID(room.getID()) ;

response. setGameID (gameID)

zoom. sendResponse (response) ;
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832 } else if (args.gameID == Constants.MINIGAME MULTI_CONVERGENCE) {

833 7/ DH change
834 MultiConvergeGame.matchId = args.id; // gane id
835 host = 0; // Default - not the host
836
837 string playerNane = GameState.player.Getliane ()3
83 if (playertane == room.host) {
839 host = 1; // this is the host
840 ¥
8a1 Gane..networkianager..Send (HCHatchInitProtocol.Prepare
8a2 (aneState.player.GetID (), args.id, host, playerfiane),
a3 HCProcessiatchInit) |
8aa Debug. Log("HultiplayerGanes: HC notice sent to server(game id, player id): " + args.id + " " + playerName);
aas Debug.Log ("Player Niame: " + playeriiame);
846 Debug.Log (“userID: ” + userID);
847 Debug.Log ("This player host value is: " + host);
¥
}else {
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public void process() throws Exception {
ResponseMCHatchInit response = new ResponseMCMatchInit ();
MCMatchManager manager = MCMatchManager.getInstance(
snort status;

Log.printf("MC matchID = 34", matchID);

MCMatch match = manager.matchPlayerTo (matchID, playeriD):
playerlist = match.playerList:
if (maten != null) {
TODO
status = 0;
macchlID = match.getMacchID();
b else ¢

status
Log.printf("Failed to create Match”

i
Log.printf("Initializing match for player 'sd’ in match sa”,

playerID, matchID)
Log.println("Player name:

+ playerName) ;

Map<Integer, Integer> matchIDList — manager.getMatchIDList();
Log.println("Player ID / Match ID");
for (Integer key: matcaIDList.keySet()) {

System.out.println(key + " /" + matchIDList.get(kev)):
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response.setStatus(status)

playerList.get (playerID) .secScores (scores) ;
client.add(response) ;
client.setPlayerID (playerID
client.setMatchID(matchID) ;
client.setHost (ost) ;

Log.println("This client's host value is: " + host):
long timeValue = System.currentTimeMillis();
Log.println("Current time is: " + vimeValue);

used

if (nost == 1)
manager. getlatch (natchlD) . setStarcTime (timeValue) ;
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public void GetTime ()

{

Debug.Log (“Get time request sent");

Game. networkManager..Send (.
ConvergeGetTineProtocol. Prepare (curRound),
ProcessGetTime
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2152 public void ProcessGetTime (NetworkResponse response)

as3
2154 int nenetCount = 03

2155 ResponseConvergeGetTine args = response as ResponseConvergeGetTime;

2156 Debug.Log ("ResponseConvergetetTine received. Bet time = * + args.betTine);
2157 tineRemain = args.betTine;

2158 iF (tineRemain > 0) {

2159 checkCount = 03

2160 3

2161 betstatustist.Clear ();

2162 betstatusList.Add(args.playerlID, args.betstatusl);

2163 betstatusList.Add(args.player2ID, args.betStatus2);

2164 betStatusList.Add(args.player3ID, args.betStatus3);

2165 betStatusList.Add(args.playerdId, args.betStatusd);

2165 newBetCount = args.betStatusl + args.betStatus2 + args.betStatus3 + args.betStatusa;
2167 if (newBetCount > betCount) {

2168 ‘audio.Playoneshot ((AudioClip)Resources.Load ("Audio/gang"));

2169 3

2170 betCount = newBetCount;

2171

2172 int id;

2173 short val;

2178 foreach (DictionaryEntry entry in betStatusList) {

2175 // do something with entry.Value or entry.Key

2176 id = (int) entry.Key;

2177 val = (short) entry.Value;

2178 Debug. Log ("ResponseConvergetetTine, id, betstatus +val);
2179 i ((d <= 0) || (id == player_id)) {

2130 // betstatuslist.Renove (entry.Key);

2181 } else {

2182 // Debug.Log ("ResponseConvergeGetTine, id, betstatus: " + id + " " + val);
2183 3

2188 3

2185

2185 if (tineRemain <= ©)

2187 windowClosed = true;

288

2189
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// Client Version Label
GUI.Label (new Rect (Screen.width - 75, Screen.height - 30, 65, 20),

if ((!simRunning) 88 isActive 8& (lgameOver)) {
moment = DateTime. Now;
timelowllew = moment .Millisecond;
int delta = timellowllew - timeMow;
7/ Debug.Log (“New Time/Delta = * + timeNowNew + * * + delta);
// check if more than 360 msec have passed
if ((delta < 0) || (delta > 400)) {
‘timellow = timeNowliew;

GetTime(); // Update bet time

V" + Constants.CLIENT_VERSION + " Beta");
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@ public void process() throws Exception {

3 ResponseConvergeGetTine esponse = new ResponseConvergeGecTime ()7
a

3 int player_id = client.gecPlayerID():

3s Muatomanages manager = MCMatcuMsnages. gecInstance();

w0 MCiaten maten = manage:.getMatcnayPLayer (plaver_id);

o betTine = (short) maten.gecTimeWindow():

2

s long starcTime = macch.gecStarcTime ():

" 2ong presentTine = System. currencTinsMillis()s

45 betTime = (short) ( betTime - (presentTime - startTime) / 1000);

s

o sesponse. secTine (becTine) ;

. Log. consoleln("Processed RequestConvergeGecTime. becTime = " + becTime)s
o

s Map<Intege:, MCMatcnPlayers playerslist = match.gecPlayess();

st Log.printin("RequestConvergeGerTine, bet status values")

s Zog.printin("pisver ia:  + player id);

[ or (uap.Zntry<incege:, MCMstcnPlayers entry : playesiist.emtzySet() (
54 Integer key = entry.getKey(

s Matenplayer value = gesvalue (sntry)

s Sf ((‘value.gevieftGame()) ¢ (key = player_id)) {

Y Integer betStatus = valus.gesBetstatas (sound) ;

s Zog.printin(tOriginal 10/ Se statua: © + key + ° ¢ + betStates)s
s

@

@

@

& it (etscatus

P becstatus

& »erse ¢

P becscatus

@ )

@ berStacusList.put (key, becStatus):

59 Log.println("Set status: " + betStatus):
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Make sure the size is 4. That complies with the protocol
while (petStatusList.size() < 4) {
betstatusList.put (-betStatuslist.size(), 0)

i
response.setBetStatusList (becStatuslist:
Log.println("RequestConvergeGetTime finished");
client.add(response) ;
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if (thaveNames) {
if (timeRemaindax > timeRemain + 10) {
haveNames = true; // After 10 seconds assume missing person dropped
Getliames ();
} else if (((DateTime.Now.Ticks - nameshs) / TimeSpan.Tickspertillisecond) > 1668) {
nameshS = DateTime.Now. Ticks;
Getlames ();
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public void ProcessGetNames (NetworkResponse response)
{

ResponseConvergeGetiiames args = response as ResponseConvergeGetiames;

// Debug.Log (“ResponseConvergeGetianes received”);

if (Iroundskion. Contains(player_id)) {
roundstion.Add (player_id, 2);

1

if (Iroundstion.Contains (args.playerlID) & (args.playerlID > 0)) {
playeriiames.Add (args.playerlID, args.playeriName);
roundstion.Add (args.playerlID, 0);

1

if (Iroundstion.Contains (args.player2ID) &8 (args.player2ID > 2)) {
playeriiames.Add (args.player2ID, args.player2Name);
roundstion.Add (args.player2ID, 0);

1

if (Iroundstion. Contains (args.player3ID) & (args.player3ID > 0)) {
playeriiames.Add (args.player3ID, args.player3Name);
roundstion.Add (args.player3ID, 0);

1

if (Iroundsiion.Contains (args.playerdID) & (args.playerdID > 2)) {
playeriiames.Add (args.playerdID, args.playerdlame);
roundstion.Add (args.playeraID, 0);

1

if (roundstion.Count == numPlayers) {
havellames = true;

i




image66.png
398 // On the multiples of 4 seconds, get the active players, eliminating those that dropped
399 if ((timeRemain % 4) == 0) {

400 Getactivellames()

201 ¥
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@override
public void process() throws Exception {

ResponseConvergeGetlames response = new RespenseConvergeGetNames (
int player_id = client.getPlayerID():
Log.printin("RequestConvergeGetNanes for player ID:
MCMatchMenager manager = MCHatchManager.getInstance() ;
MCMatch match = manager.getMatchByPlayer (player_id):
Map<Integer, MCMatchPlayer> playersList = match.getPlayers();
Log.println("RequestConvergeGetianes, player id/name")
for (Map.Entry<Integer, MCMatchPlayer> entry : playersList.entrySet())
Integer key = entry.getRey();
MCMatchPlayer value = entry.getValue()
if ((!value.getleftGame()) && (key != player id)) {
playerNames.put (key, value.getPlayerName());
Log.println(" " + key + " " + value.getPlayerName());

+ player_id);

ke sure the size is 4. That
while (playerNames.size() < 4) {

playerNames.put (-playerNames.size (),

response.setPlayers (playerNanes) ;
client.add(response) ;
Log.println("Processed RequestConvergeGetNames
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GUIStyle customButton = new GUIStyle(”
customButton. fontsize = 12;
Foreach (DictionaryEntry entry in playerfiames) {
// do something with entry.Value or entry.Key
1d_otherPlayer = (int) entry.Key;
i (lactivePlayers.Contains (id_otherPlayer))
continue;
name_otherPlayer = (string)entry.Value + " (won " + roundskon [id_otherPlayer] +
if ((id_otherPlayer > 0) && (betStatusList.Contains (id_otherPlayer))) {
GUI.color = Color.red;
buttonText = name_otherPlayer;
if (Igameover) {
if (((short)betstatustist [id_otherPlayer]) == 1) { // bet placed
GUI.color = Color.green;
buttonText += " Made Bet';
} else { // bet not placed
buttonText += " o Bet';

i

1

if (GUI.Button (new Rect (balanceX, topleft, buttonkidth, 25), buttonText, customButton)) {
barGraph. setOppliame (name_otherPlayer);
displayotherGraph ();

1
topleft += buttonstep;
i
1
GUT.color = savedColor2;
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// Displays score of other player in id otherplayer
private void displayotherGraph() {
Debug.Log ("NC: DisplayOtherGraph”);
Game. networkManager.Send (
ConvergeGetotherScoreProtocol. Prepare (id_otherPlayer),
‘ ProcessConvergeGetotherscore
)il

i

public void ProcessConvergeGetOtherScore (NetworkResponse response)
{

ResponseConvergeGetotherScore args = response as ResponseConvergeGetOtherScore;

Debug.Log ("MC: ResponseConvergeGetOtherScore received”);

otherScores.Clear ();

otherScores.Add (args.score);

otherScores.Add (args.scorel);

otherScores.Add (args.score2);

otherScores.Add (args.score3);

otherScores.Add (args.scored);

For (int i =05 i<

55 i) {
Debug.Log (" " +1+ " "+

otherscores [i]);

i

if (args.scored 1= -1) { // only display graph if some values
// Give name and indicate that graph for other player
Debug. Log("MC: Display other player graph”);
barGraph. setOppScores (otherScores) ;
barGraph. setOppGraph (true);
oppGraph = true;
barGraph.SetActive (true);
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public void parse(DatalnputStream datalnput) throws IOException {

Log.consoleln("Parsing RequestConvergeGetOtherScore:
otherPlayerID = DataReader.readInt(datalnput);

Goverrie
public void process() throws Exception {
ResponseConvergeGetOtherscore response

MCMatchManager manager = MCMatchManager.getInstance():

new ResponseConvergeGetOtherscore

MCMatch match = manager.getMatchByPlayer (otherPlayeriD) ;

playerlist = match.getPlayers():
otherPlayer = playerlList.get (otherPlayerID);
scores = otherPlayer.getScores();

Log.println("This player i
Log.println("The other player is: " + otherPlayerID)

response. setScoreo (scores(0]) 7
response. setScorel (scores[1])
response.setScore2 (scores(2])
response. setScores (scores[31)

response.setScores (scores[4]);

Log.consoleln("Processed RequestConvergeGetOtherScore.

for (int 1= 0; 1< 5; s (
Log.printin
3

C g e

+ scores[il)

client.add(response) ;

+ client.getPlayerID());

The Scores are
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// ConvergeBetUpdate:
// short - 1 = bet entered, 0 = no bet entered
7/ integer = improveValue, improvement for this round; © if no bet

short betEntered = 1;
Obtainscores ();
scoresReady = true;

Debug.Log ("MC: Submitting initial submit() ConvergeBetUpdateProtocol);
lastSubmit = nowis;

Game. networkManager..Send (
ConvergeBetUpdateProtocol . Prepare (
betEntered,
curRound,
improvevalue,
Formattedscores[0],
Formattedscores[1],
Formattedscores[2],
Formattedscores[3],
Formattedscores[4]
)s
ProcessConvergeBetUpdate
)5
lastSubmit = DateTime.Now.Ticks / TimeSpan.TicksPerMillisecond;
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public void ProcessConvergeBetUpdate (NetworkResponse response)

{

ResponseConvergeBetUpdate args = response as ResponseConvergeBetUpdate;
Debug.Log ("In responseconvergetbetupdate™);
int roundComplete = args.roundComplete;

int round = args.round;
Debug.Log (*roundComplete, round, curRound = * + roundComplete + *  + round + * * + curRound);
if ((roundComplete != 1) || (round != curRound)) {

return;
¥
curRound++;

won = args.winstatus;
wonAmount. = args.wonAmount;
playeriiinner = args.playeriinner;
if (playerNames.Contains (playeriinner)) {
playeriiinneriame = playerNames [playeriinner] as string;
} else {
playeriiinnerame =

)

winners.Add (playerdinner); // Add winner to the List as winner of this round

iF ((playertinner 1= 0) &8 (roundsWon.Count > 0)) { // If there is actually a winner (At Least one played)
// Increment count of rounds won
roundstion[playeriinner] = ((int) roundskon[playeriiinner]) + 13

i

Debug.Log (“Round winner id: * + playerinner);

+won + " "+ wonAmount);

if (betAccepted) {

Debug.Log ("Bet accepted”);

i (won == 1) {
Debug. Log (“you won");
audio.PlayOneshot ((AudioClip)Resources.Load ("Audio/wonRound”));
balance = balance + wonAmount - bet;

} else {
Debug.Log (“you lost");
audio.Playoneshot ((AudioClip)Resources.Load ("Audio/lostRound"));
balance -= bet;
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} else { // this person did not play
Debug. Log("You did not play this round");
won = -15  // signals he did not play

¥

results = true;
betAccepted = false;
windowClosed = false;
scoresReady = false;

7/ closedresponsesent = false;
if (curRound > numRounds) {
// Update database with new player balance
Debug.Log ("Submit EndGameProtocol with new balance: * + balance);
// Update database with new balance
Game.networkManager..Send (
EndGameProtocol.Prepare (

(short) 5,
balance

)s

ProcessEndtame

)5
Gamestate.player.credits = balance;  // Update player object as well
// Game over - switch to game over display
7/ isActive = false; [/ We keep active to allow player to check things
gamever = true;
FinalMts = DateTine.Now.Ticks;
Debug. Log ("ProcessConvergeGetFinalScores submitted”);
Game. networkManager.Send (
ConvergeGetFinalscoresProtocol. Prepare (
)s

ProcessConvergeGetFinalScores

Playoneshot ((AudioClip)Resources.Load ("Audio/ganeOver”));
Debug. Log (“Game over”);

1

Debug.Log (“new balance: * + balance);
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if (betAccepted) {
buttonTitle

Entered”;

nowtts = DateTime.Now.Ticks / TimeSpan.Tickspertillisecond;
i (((nowhs - lastsubmit) > SUBMIT_WAIT_MS) & scoresReady) {

lastsubmit = nowis;
short betEntered = 1;
Debug. Log.
Debug. Log.
Game. networkianager.Send (
ConvergeBetUpdateProtocol.Prepare (
betEntered,
curRound,
improvevalue,
Formattedscores[0],
Formattedscores[1],
Formattedscores[2],
Formattedscores[3],
Formattedscores[4]

)s
ProcessConvergeBetUpdate

)i

+ nowts +

MC: Submitting betAccepted ConvergeBetlpdateProtocol”);
bet: nowt's, lastsubmit, difference:

+ lastsubmit +

+ (nows - lastsubmit));
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13 private const long SUBMIT_WAIT_MS = 700;
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// Check if betting window closed and no bet entered
nowtts = DateTime.Now.Ticks / TimeSpan.Tickspertillisecond;
if (IbetAccepted &2 windowClosed &8 isActive &2 !gameOver &2 ((nowdS - lastSubmit) > SUBMIT_WAIT_MS)) {

lastsubmit = nowis;
short betEntered = 0;

// improveValue = 0;  // Use previous value

7/ closedresponsesent = true;
if (IscoresReady) {
Obtainscores();
scoresReady = true;
1
Debug. Log ("M
Debug.Log ("nowt's, lastSubmit, difference:
Game. networkManager..Send (
ConvergeBetUpdateProtocol . Prepare (
betEntered,
curRound,
improvevalue,
Formattedscores[0],
Formattedscores[1],
Formattedscores[2],
Formattedscores[3],
Formattedscores[4]

)s
ProcessConvergeBetUpdate

Submitting windowClosed timeout ConvergeBetUpdateProtocol”);

+ nowts + * "+ lastsubmit +

+ (nows - lastsubmit));
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public void process() throws Exception {

Log.println("Inside RCSU process”);
response = new ResponseConvergeBetUpdate () ;

response. secRound ((short) round);

MCMatchanager manager = MCHatchManager.getTnstance() s
Player_id = client.getPlayerID();

Log.println("RCBU player_id: " + player_id);

match_id = client.getMacchID();

match = manager.getMatch (mateh_id) ;

long starcTime = matcn.getStarcTime():

long presentTime = System.currentTimeMillis():

betTime = (int) (match.getTimeWindow() - (presentTime - starcTime) / 100

Log.print1n("RCBU player id: T,pT,gTW, BT: " + starcTime + " " + presem
match.getTimeWindow() + " " + betTime);

overTime = (betTime < MAX_OVERTIME) ;

bet = maten. getBetamount ()

PlayerList = match.playerlist:

Player = playerList.get (player_id):

tTime + " " +

Log.println("RCEU: overTime, gBS: " + overTime + " " + player.getBetStatus(round));

if your bet status > 0 then skip
if (player.getBetStatus(round) == 0) {
player.setImproveAmount (round, improveAmount);
player.setScores (scores)
player.setClient (client)
Player. secResponse (response) ;
if (pecstatus == 1) {
player.setWinnings (player.gecHinnings() - bet):

ding data and substracting bet

atcnpla
0 -> no response vet

-> response, not betting
2 -> response, betting
player.setBetStatus (round, betStatus+l):
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Iterator i

match.play
boolean found = false;
totalser = 07

tieCount
int bestPlayer_id = 0;
bestImprove = -1000000;

for (Map.Entry<Integer, MCMatchPlayer> entry : plaverlist.entrySet()) {
ke: 0:
MCMatchPlayer playerl = entry.getValue(); getvalue (encr:
if (playerl.getleftGame()) {

continue;

etke:

ent!

i
int improvel = playerl.gecImproveAmount (round);

Log.println("RCEU: id/improve/betStatus: " + playerl.getID() + " "
+ improvel + " " + playerl.getBetStatus (round)):
consia

£ ne is b

if (playerl.getBecStatus (zound) == 2) {
totalser += bet;
if (improvel > bestImprove) {
bestImprove
tieCount =
Player :
bestPlayer_id = entry.getKey():
} else if (improvel == bestImprove) {
bestPlayer_id = 0,
tieCount+;

i
} else if (playerl.getBetStatus(round) == 0) {
if (overTime) {
playerl.seclefcGame (true);
b else ¢
found = true;
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if (!found) { everyone has bet. N can send off responses

Log.println("RCEU: A1l have bet for round = " + round)

Log.println("Best Improved / Tie count = " + bestImprove + " " + tie
if (match.getNumRounds() == round) { vas match.gec ()
int gameTotalset :cch.getNumRounds () * match.getBetAmount () *

Count) 7

cch.getPlayers () .size ()

Log.println("RCBU: Last round, total game bet: " + gameTotalBet)
totalsec += gameTotalSet/2;
i
int dividedBet = totalSet / ctieCount;
response. seciinner (bestPlayer_id);
response. setRoundComplete (ves)
if (player.getBetStatus(round) == 2) { // if this player betted
if (player.getImproveAmount (round) == bestImprove) {
Log.println("He won"
response. setion (ves) ;
zesponse. setWonAmount (dividedset) ;
if (1player.gecWinUpdate (round)) {
player.seciinnings (player.getiinnings () + dividedSet);

i
b else ¢
Log.println("He lost"):
response. sechon (no) ;
response. seconAmount (0) ;
i

} else { // this player did not bet
Log.println("He did not bet”);
response. sechon (no) ; these entries sn matter

response. setWonAmount (0) ;

The
player.seciinUpdate (round, true):
long timeValue = System.currentTimeMillis();
Log.println("RCBU Current time/round ar
manager. getlatch (natch_id) .secStarcTime (timeValue);
b else ¢
response. setRoundComplete (no) :

s values is final

"+ timevalue + " " + rount

)
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if (curRound > numRounds) {
// Update database with new player balance
Debug.Log ("Submit EndGamkProtocol with new balance: " + balance);
// Update database with new balance
Game.networkitanager..Send (
EndGameprotocol .Prepare (

(short) 5,
balance

)s

ProcessEndtame

)5
Gamestate.player.credits = balance;  // Update player object as well
// Game over - switch to game over display
7/ isActive = false; [/ We keep active to allow player to check things
gamever = true;
FinalMts = DateTine.Now.Ticks;
Debug. Log ("ProcessConvergeGetFinalScores submitted”);
Game. networkManager.Send (
ConvergeGetFinalscoresProtocol. Prepare (
)s
ProcessConvergeGetFinalScores
)5
audio.Playoneshot ((AudioClip)Resources.Load ("Audio/ganeOver”));
Debug. Log (“Game over”);
1
Debug.Log (“new balance: * + balance);
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public void ProcessConvergeGetFinalScores (NetworkResponse response)

{

ResponseConvergeGetFinalScores args = response as ResponseConvergeGetFinalScores;

Debug. Log ("Inside ProcessConvergeGetFinalScores™);
if (args.status == 1) {

Debug. Log ("Scores are final);

7/ Finatiss = o;

1
playerId = args.playerId;
playeriiinnings = args.playeriinnings;
playerLastInprove = args.playerLastInprove;
if (finalMsCn ) {
showScores = true;
showPopup = false;
showPopup2 = false;
Debug. Log ("ProcessConvergeGetFinalScore
Debug.Log ("playerLd/winnings/lastInprov
For (int i =05 i <55 i) {
Debug. Log (playerId [1] +

+ playeruinnings [i] +

i

+ playerLastInprove

[EDs
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if ((finalMscnt < 20) && (finalMs > @) && (((DateTime.Now.Ticks - finalMs) / TimeSpan.TicksPerMillisecond) > 508)) {
FinalMts = DateTine.Now.Ticks;
FinalMSCnti;
Debug.Log ("ProcessConvergeGetFinalScores submitted agai
Game. networkianager. Send (
ConvergeGetFinalScoresProtocol.Prepare (
)s

ProcessConvergeGetFinalScores

)5
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private void drawLabels() {

if (activeGame.name

“Multiplayer Convergence”) {

// Labels for Convergence.
GUILayout.BeginHorizontal();

GUILayout. Label(new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label(new

Ulcontent(” “));
UIContent("  Totsl *));
GUIContent(" turber *));
GUIContent(" tusber *));
GUIContent(" Secs/ )

UIContent(" Bet’));

GUIContent(" Eco));

GuiContent(" s
GuIContent(" s
GUIContent(""), GUILayout.Width(40));

GUILayout. EndHorizontal();

GUILayout.BeginHorizontal();

GUILayout. Label(new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label(new

UIContent(” #));
GUIContent(" Flayers"));
GUIContent(“Ioined )3

GUIContent(" Rounds"));
GUIContent(" Round ));

GUIContent(" Ant"));

UiContent(* # *));
GUIContent(“Hint=2"));
GUIContent(“Host"));

GUIContent(""), GUILayout.Width(40));

GUILayout. EndHorizontal();

} else {
// Labels for other

games.

GUILayout.BeginHorizontal();

GUILayout. Label(new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label (new
GUILayout. Label(new

GUIContent(""));
GuIContent(" Gane™));
GuiContent(" Status"));
GUIContent("  Host"));
GUIContent(""), GUILayout Width(100));

GUILayout. EndHorizontal();
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GUILayout.BeginHorizontal();

GUILayout. Label(new GUIContent(” s
numPlayerss = GUILayout.TextField(nuPlayerss, 1, GUILayout.Width(20));
GUILayout. Label(new GUIContent(" "0

GUILayout. Label(new GUIContent(" )i

numRoundsS = GUILayout.TextField(numRoundsS, 2, GUILayout.Width(30));
GUILayout.Label(new GUIContent(” )i

timelindows = GUILayout.TextField(tineWindows, 3, GUILayout.Width(35));

GUILayout. Label(new GUIContent("  "));

betAmounts = GUILayout.TextField(betAmounts, 3, GUILayout.Width(35));

GUILayout. Label(new GUIContent(" "));

ecoliumbers = GUILayout. TextField(ecollumberS, 2, GUILayout.Width(25));

GUILayout.Label(new GUIContent("  "));

allowsliderss = GUILayout.TextField(allowsliderss, 1, GUILayout.Width(20));

GUILayout.Label(new GUIContent(" " + GameState.player.Getlame()));

1f(GUILayout.Button(new GUIContent("Enter”), GUILayout.Width(52))) {
‘SubmitHostConfig():
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if (hostEntryError) {
GUIstyle stylelocal = new GUIStyle();
styleLocal.normal. textColor = Color.red;
GUI.Label (new Rect (19, windowRectiC.height - 70, 500, 30),
"The entry with a '?' is out of range. Please fix. Then press 'Enter’”, stylelocal);
} else {
GUI.Label (new Rect (19, windowRectiC.height - 70, 500, 30),
“Update values as desired. Range of valid entry given below entry box. Press 'Enter’");
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if (activeGame.name
// DH change
if (GUI.Button(new Rect(10,
if (lenableHostEntry) {
/7 isInitial = true;
enableHostEntry = true;
hostEntryError = false;

// set default values
nurPlayerss =

numRoundss.
tinelindows
betamounts.
ecoliumbers
allowsliderss

Multiplayer Convergence”

{

windowRect height - 49, 149, 30), "Host Convergence”)) {
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numPlayersS = numPlayersS.Trim();
numRoundsS = numRoundsS. Trim();
tineiindows = timeWindows.Trin();
betAmounts = betAmounts. Trim();
ecoliumbers = ecollumbers. Trim() ;

short tempConvert;
short negl = -1;

nurPlayers = Intls.TryParse (numPlayerss, out tempConvert) ? tempConvert : negl;
numRounds = Intls.TryParse (numRoundsS, out tempConvert) ? tempConvert : negl;
timelindow = Int16.TryParse (timeWindows, out tempConvert) 2 tempConvert : negl;
betArount = Intls.TryParse (betAmountS, out tempConvert) ? tempConvert : negl;
ecoliumber = Int16.TryParse (ecollumberS, out tempConvert) 2 tempConvert : negl;

allowsliders = (short) (((allowsliderss.Length > 0) 88 (allowsliderss.Topper().Substring(e, 1)) ==

allowsliderss
} else {

allowsliderss
i

if (allowsliders == 1) {

hostEntryError = true;

if ((numPlayers < 2) || (numPlayers > 5)) {
nunPlayerss = "2 + nunPlayerss;

} else if ((numRounds < 5) || (numRounds > 50)) {
nunRoundss. + numRoundsS;

} else if ((timewindow < 30) || (timekindow > 150)) {
timebindows + timeWindows;

} else if ((betAmount < 10) || (betAmount > 200)) {
betAmounts = “2* + betAmounts;

} else if ((ecoliumber < 0) || (ecoliumber >= ecoCount)) {

ecoliumbers + ecollunbers;
} else {
enableHostEntry = false;
hostEntryError = false;

Game.networkilanager. Send (MCSetupProtocol.Prepare (Constants.MINIGAME_MULTI_CONVERGENCE, numPlayers, numRounds,

timeuindow, betAmount, ecollumber, allowsliders));
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781 public void OnPairResult (NetworkResponse response) {
752 ResponsePair args = response as ResponsePair;
783 int userID = GameState.account.account_id;

784
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} else {

} else if (args.gameID == Constants.MINIGAME_MULTI_CONVERGENCE) {
/7 DH change
MultiConvergeGame.matchID = args.id; // game id
host = 05 // Default - not the host

string playeriame = GameState.player.GetName ();
if (playerName == room.host) {

host = 13 // this is the host
1

Game. networkitanager .Send (MCHatchInitProtocol.Prepare
(camestate.player.GetID (), args.id, host, playeriiame),
FCProcessiatehInit);

Debug. Log("MultiplayerGames: MC notice sent to server(game id, player id):

Debug.Log ("Player Name: " + playerName);
Debug.Log (“userID: " + userID);
Debug.Log ("This player host value is

+ host);

+ args.id +

+ playerfiane) ;
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public void MCProcessMatchInit(NetworkResponse response) {
ResponselClatchInit args = response as ResponseNCHatchInit;

if (args.status == 0) {
Debug. Log("C MatchID set to: * + args.matchID + * Player id is: " + GameState.player.GetID ());
Debug. Log("numRounds, timeliindow, betAmount, ecolumber, allowslliders");
Debug.Log (numRounds + * * + timelindow + " " + betAmount + " " + ecollumber +
Game. SwitchScene (“MultiConverge");

+ allowsliders);
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b public class Gamestate : Fonobehaviour

71
8 public static Account account { get; set; }

s

10 public static Player player { get; set; }

1

12 public static World world { get; set; }

3

14 public static Ecosysten ecosystem { get; set; }

15

16 private int month

7

18 public Dictionarycint, Species> speciestist { get; set; }

1

20 // speciestistsave does ot get destroyed or changed by Convergence / HC
21 public Dictionary<int, Species> speciesListSave { get; sets }

2

25 public static CSVObject csvList { get; set; }

2

25 public static int matchId { gets set; }

2

27 static Listcspoata spoatas { gets set; }

2

25 private bool sisaveFlag = false;

3

S/ olds enviroment score & high score to keep these for when player returns from gane
32 public static int envscore { get; sets }

33 public static int envHighScore { get; set; }
34




